## Angular JS Interview Questions:

**1. What is root directive? Can we use angularjs with out ng –app?**

\* The root directive in angularjs is ng-app. We declare this directive in the root element of the main html document(index.html)

\*ng-app is called root directive because the angular framework starts execution of the application from ng-app. And this process is called **Autobootstrap**`

\*We can run the angular application with out ng-app through manual bootstrap

**Manual bootstrap:** Execution of the Angular application forcefully with out ng-app is called Manual bootstrap....

\*Sample code to run the application by using manual bootstrap i.e without using ng-app

<html>

<h1 style=”color:red” ng-app=”app” ng-bind=”var\_one”></h1>

<h2 id=”myh2” ng-bind=”var\_two”></h2>

</html>

Manualbootstrap.js

angular.element(document).ready(function(response){

angular.bootstrap(document.getElementById(“myh2”),[“app”]);

});

In the abovee code where there is ng-app scope that will be executed using auto bootstrap that is h1 element

And the h2 element executes using manual bootstrap

Note: we have to include(load) the manualbootstrap.js file in the index.html file

Note: we can use any number of **ng-app** in the application.. as the application is divided in to number of modules so we can integrate every modules by creating one more new project each having a ng-app shown below

Example:

**In app.js file**

Var app = angular.module(“app”,[])

Here we can the add different ng-apps of different modules

**2. Features of Angularjs**

Angular js is a Javascript framework to create Rich Internet Applications and the application written in angularjs are cross browser compatible i.e., executes on any major web browser.

The most important key features of the Angularjs are

**Data-Binding:** It is automatic data synchronization between model and view..

**Scope:** These are objects that refer to the model. They act as a glue between controller and view.

**Controller:** A controller is a **JavaScript** file which contains attributes/properties and functions. Each controller has $scope as a parameter which refers to the application/module that controller is to control.

**Services** − AngularJS has several built-in services for example $https which is used to make requests using some url and fetch the required data.. These services creates the objects only once and this object is shared to all the controllers.. so they are called singleton objects which are instantiated only once in app.

**Filters** − AngularJS provides filters to transform data

Example: currency Format a number to a currency format. date Format a date to a specified format. **filter** Select a subset of items from an array. json Format an object to a JSON string...

These select a subset of items from an array and returns a new array

**Directives** − directives are markers on a DOM element (such as an attribute, element nameor CSS class) that tell AngularJS's **HTML compiler**  to attach a specified behavior to that DOM element

Ther are two types of directives they are

**pre -defined directives:** These are built in directives provided by the angular frame work ex: ng-model, ng-bind, ng-repeat etc

**custom directives:** creating our own directives based on application requirement called as custom directives

ex: my\_directive................. custom directive

<my\_directive> </my\_directive>......................elementt level usage

<div my\_directive></div> .................................attribute level usage

**Templates** − These are the rendered view with information from the controller and model. These can be a single file (like index.html) or multiple views in one page using "partials"

**Routing** − It is concept of switching views. This concept is in question no :4

**Deep Linking** − Deep linking allows you to encode the state of application in the URL so that it can be bookmarked. The application can then be restored from the URL to the same state.

**Dependency Injection** − AngularJS has a built-in dependency injection subsystem that helps the developer by making the application easier to develop, understand, and test.

# 3. Directives and uses:

Below are some pre-defined directives of AngularJS

|  |  |  |
| --- | --- | --- |
| Directive Name | Functionality | Example |
| 1,ng-app | It is a root directory in angularJS ,Framework will start the execution from  ng-app.  This directive can be mention in “HTML”(view). | Ex: <html ng-app=”app”> |
| 2,ng-controller | This directive used to declare controllers.  We can have one or more controllers per application.  In general we will declare controllers in view | Ex:  app. controller("ctrl",ctrl);  ctrl.$inject=["$scope"];  function ctrl($scope){  $scope.varone="angularJS";  } |
| 3,ng-model | Binding the view into the model, which other directives such as input, text area or select require.  Providing validation behavior (i.e. required, number, email, url). | Ex:  <form name="testForm" ng-controller="ExampleController">  <input ng-model="val" name=”angular”>  </form> |
| 4,ng-bind | The ng-bind attribute tells AngularJS to replace the text content of the specified HTML element with the value of a given expression  It is preferable to use  ng-bind instead of {{ expression }} | Ex:  <span ng-bind=”hi”></span> |
| 5,ng-repeat | Used to iterate the list of elements from collection | Ex:  <ng-repeat=”x in [1,2,3,4]”>  {{x}} |
| 6,ng-click | The ng-click directive allows you to specify custom behavior when an element is clicked. | Ex: <ng-click  ng-click="expression">  ...  </ng-click> |
| 7, ng-options | The ng-options attribute can be used to dynamically generate a list of <option> elements for the <select>element | Ex:  <select ng-model=”my\_model” ng-options=”x.name as x.id for x in data”></select> |
| 8,ng-init | Used to initialize the application data syntactically.  We can initialize the data in the form of key and value | Ex:  <ng-init “key1=Hi;key2=Hello”> |
| 9, ng-show | The ng-show directive shows or hides the given HTML element based on the expression provided to the ng-show attribute. | Ex:  <div ng-show="myValue"></div> |
| 10,ng-switch | Used to write the “switch cases ” and “default cases” in angular application | Ex:  <span ng-switch="expression">  <span ng-switch-when="matchValue1">...</span>  <span ng-switch-when="matchValue2">...</span>  <div ng-switch-default>...</div>  </span> |
| 11,ng-if | Used to write the conditions in view | Ex:  <div ng-repeat=’x in data’>  <div ng-if =”x!=’hello1’&& ‘hello5’”>  {{x}}  </div>  </div> |
| 12,ng-cloak | Used to avoid unparsed data in two way data binding | Ex:  <div ng-cloak style=”color:blue” ng-controller=”c1”>  {{var1}}  </div> |
| 13,ng-class-even  ng-class-odd | Used to apply css classes to the even rows of table  Used to apply css classes to the odd rows of table | Ex:  <ng-repeat =”x in data” ng-class-even=’even’”>  <ng-repeat =”x in data” ng-class-odd=’odd’”> |
| 14,ng-include | Used to split the view into number of sub views | <div ng-include=”view.html”>  </div> |
| 15,ng-dblclick | The ng-dblclick directive allows you to specify custom behavior on a double click event. | Ex:  <button ng-dblclick="count = count + 1" ng-init="count=0">  Increment (on double click)  </button>  count: {{count}} |
| 16,ng-submit | Used to submit the form to the controller | Ex:  <form ng-submit=”user defined functions”>  //form elements  <input type=””submit”>  </form> |
| 17,ng-mousedown  ng-mouseover  ng-mouseleave | Whenever we are using down operation automatically framework will execute user defined functions  Specify custom behavior on mouse over event.  Specify custom behavior on mouse leave event. | <div ng-mousedown=”down()”>  <div ng-mouseover=”over()”>  <div ng-mouseleave=”leave()”> |

**4. Dependencies for routing**

Loading the Target Templates to the Source Templates without refreshing is called as Routing in Single Page Application

In AngularJs Routing can be done in two ways**:**

* + - * + **ngRoute Module**
        + **ui.Router Module**

**ngRoute Module:** The ngRoute Module routes  your application to different pages without reloading the entire application.

**Ui.Router Module:** The **UI**-**Router** is a **routing** framework for **AngularJS** built by the AngularUI team. It provides a different approach than ngRoute in that it changes your application views based on state of the application and not just the route URL ( i.e. ngroute just route the url and ui router changes the view based on state of application)

**Development of Single Page Application By Using ngRoute Module.**

* + - * + ngRoute is the Predefined Module in AngularJS
        + ngRoute is the Native Module in AngularJS

TO Download the ngRoute module by using bower.

**bower.json-**

dependencies:{

"angular":"~1.5.0",

"angular-route":"~1.5.0"

}

TO Download the ui-router module by using bower

**bower.json -**

dependencies:{

"angular":"~1.6.0",

"angular-ui-router":"~0.2.18"

}

**Differences Between ngRoute and ui.router module.**

* + - * + ngRoute module is "native module" in angularJS

**var app = angular.module("app",["ngRoute"]);**

* + - * + ui.router module is the 3rd party module.

**var app=angular.module("app",["ui.router"]);**

* + - * + ngRoute won't supports the Nested Views in Single Page Applications.
        + ui.router supports the Nested Views in Single page Application.
        + ngRoute won't supports the Named Views in Single Page Application.
        + ui.router supports the Named Views in Single page Application.
        + ngRoute won't Supports the "Objects passing" as URL Parameters
        + ui.router supports the "Objects" as the URL Parameters
        + ngRoute in bower

angular-route:'~1.5.0'

* + - * + ui.router in bower

angular-ui-router:"~0.2.18"

**5. What is MVC?**

* + - **MVC is a design pattern used to isolate business logic from presentation.**
    - The MVC pattern has been given importance by many developers as a useful pattern for the reuse of object code and a pattern that allows them to reduce the time it takes to develop applications with user interfaces.
    - The Model-View-Controller (MVC) is an architectural pattern that separates an application into three main logical components: the model, the view, and the controller. Each of these components are built to handle specific development aspects of an application. MVC is one of the most frequently used industry-standard web development framework to create scalable and extensible projects.

MVC Components

* + - **Model:** The Model component corresponds to all the data related logic that the user works with. This can represent either the data that is being transferred between the View and Controller components or any other business logic related data. For example, a Customer object will retrieve the customer information from the database, manipulate it and update it data back to the database or use it to render data.
    - **View:** The View component is used for all the UI logic of the application. For example, the Customer view would include all the UI components such as text boxes, dropdowns, etc. that the final user interacts with.
    - **Controller:** Controllers act as an interface between Model and View components to process all the business logic and incoming requests, manipulate data using the Model component and interact with the Views to render the final output. For example, the Customer controller would handle all the interactions and inputs from the Customer View and update the database using the Customer Model. The same controller would be used to view the Customer data.
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**6. Ng-init  directive**

-> ng-init directive is used to intialize the application data Statically.

-> ng-init directive is used to define a local variable with value.

-> It is supported by all html elements.

Syntax:  <element ng-init="expression">                        </element>

Example:

          <div ng-app="app "

                 ng-init="name='naresh it' ">

               <h1>{ { name } } </h1>

          </div>

Note:In this example we are giving  'name' as local variable.

**7. Difference between $scope and   $rootscope.**

-> $scope is a glue between controller.   and view.

    $rootscope is a parent object of all $scope angular abjects created in a     web page.

->$scope is created with ng-controller.   $rootscope is created with ng-app.

->Each angular application has exactly one rootscope, but may have several    child scopes.

->The s$cope will be available only inside the controller. But we can access $rootscope in all  the controllers.

**8. What is Internationalization**

**Internationalization**  is the process of developing products in such a way that they can be localized for languages and cultures easily. Localization (l10n), is the process of adapting applications and text to enable their usability in a particular cultural or linguistic market.

We implement internationalization in two ways

**i18n** and **l10n**

**9. How to implement Internationalization in Angular Js?**

---> To implement Internationalization in angularjs, the angular-translate is an AngularJS module.

--->that brings i18n (internationalization) and l10n (localization) into your Angular app.

--->It allows you to create a JSON file that represents translation data as per language.

--->The angular-translate library (angular-translate.js) also provides built-in directives and filters that make the process of internationalizing simple.

i18n and L10n

First we need to install:

bower install angular-i18n

example:

<html>

<head>

<title>Angular JS Forms</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "StudentController">

{{fees | currency }} <br/><br/>

{{admissiondate | date }} <br/><br/>

{{rollno | number }}

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<!-- <script src = "https://code.angularjs.org/1.3.14/i18n/angular-locale\_da-dk.js"></script> -->

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('StudentController', function($scope) {

$scope.fees = 100;

$scope.admissiondate = new Date();

$scope.rollno = 123.45;

});

</script>

</body>

</html>

**output:**

AngularJS Sample Application

$100.00

Feb 27, 2017

123.45

**10. Types of data binding in angularjs?**

The **data binding** is the data synchronization processes between the model and view components

In angularjs when model data got changed that time the view data will change automatically and vice versa.

We have two types of data bindings available in angularjs those are

                1. One-Way data binding

                2. Two-Way data binding

**One-Way data binding**

* In **One-Way** data binding, view will not update automatically when data model changed.
* we need to write custom code to make it updated every time.
* Its not a synchronization processes and it will process data in one.

**Two-way Data Binding**

In **Two-way** data binding, view updates automatically when data model changed.

* Its synchronization processes and two way data binding.
* This two-way data binding using [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \t "_blank" \o "Angularjs ng-model directive to bind data to html elements with example) directive.
* If we use ng-model directive in html control it will update value automatically whenever data got changed in input control.

11 -2 Same Questions.

12. 12 - 5 Same Questions.

13. 13-43 same question **How many types of data binding in AngularJs?**

## AngularJS Data Binding

The **data binding** is the data synchronization processes that work between the model and view components. In Angular, model treat as source of application and view is the projection of angular model.

In angularjs when model data got changed that time the view data will change automatically and vice versa.

We have two types of data bindings available in angularjs those are

                1. One-Way data binding

                2. Two-Way data binding

We will learn each binding in detail with examples in angularjs.

AngularJS One-Way Data Binding

In **One-Way** data binding, view (UI part) not updates automatically when data model changed and we need to write custom code to make it updated every time. Its not a synchronization processes and it will process data in one way that will be like as shown following image.
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We will see simple example of using one way data binding in angularjs.

AngularJS One-way Data Binding Example

Following is the example of using one way data binding in angularjs application.

[Live Preview](http://tutlane.com/example/angularjs/angularjs-one-way-data-binding-example" \t "_blank" \o "Angularjs one way data binding example)

<!DOCTYPE html>

<html xmlns="http://www.w3.org/1999/xhtml">

<head>

<title>

AngularJs One way Binding Example

</title>

<script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<script type="text/javascript">

var app = angular.module('angularonebindapp', []);

app.controller('angularonebindingCtrl', function ($scope) {

$scope.name = 'Welcome to one way binding';

});

</script>

</head>

<body ng-app="angularonebindapp">

<div ng-controller="angularonebindingCtrl">

<p>

Message:   {{ name }}

</p>

</div>

</body>

</html>

Here if you observe above code we are binding [model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \t "_blank" \o "Angularjs ng-model directive with example) values to html elements using data bindings but html elements it won't change the values in [model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \t "_blank" \o "Angularjs ng-model directive with example) its one way data binding. Now run application and see the output.

Output of AngularJS One-way Data Binding

Following is the output of angularjs one way data binding

Message: Welcome to one way binding

AngularJS Two-way Data Binding

In **Two-way** data binding, view (UI part) updates automatically when data model changed. Its synchronization processes and two way data binding that will be like as shown following image.
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We can achieve this two-way data binding using [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) directive. If we use ng-model directive in html control it will update value automatically whenever data got changed in input control.

**How does data binding work in the AngularJs?**

In AngularJs, it will remember present values and compare it with previous value. If any changes found in previous value that time change event will fire automatically and it will update data every time when data got changed.

The HTML tells the AngularJs compiler to create the **$watch** for controller methods and its run inside the **$apply** method. We will see simple example for two way data binding in angularjs.

AngularJS Two-way Data Binding Example

Following is the example of binding data in two way in angularjs applications.

[Live Preview](http://tutlane.com/example/angularjs/angularjs-two-way-data-binding-example" \t "_blank" \o "Angularjs two way data binding example)

<!DOCTYPE html>

<html xmlns="http://www.w3.org/1999/xhtml">

<head>

<title>

AngularJs Two Binding Example

</title>

<script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<script type="text/javascript">

var app = angular.module('angulartwobindapp', []);

app.controller('angulartwobindingCtrl', function ($scope) {

$scope.name = 'Welcome to two way binding';

});

</script>

</head>

<body ng-app="angulartwobindapp">

<div ng-controller="angulartwobindingCtrl">

Enter Name : <input type="text" ng-model="name" style="width:250px" />

<p>

Entered Name:   {{ name }}

</p>

</div>

</body>

</html>

If you observe above code we defined [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) objective to html control and used same [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) value to show input control value. Here whenever we change input control value automatically the appearance value also will get changed. Now we will run and see the output.

Output of AngularJS Two-way Data Binding

Following is the result of two way data binding in angularjs application
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**14. what is the need of ng-controller and ng-model in Angular?**

## The ng-model Directive

With the ng-model directive you can bind the value of an input field to a variable created in AngularJS.

### Example

<div ng-app="myApp" ng-controller="myCtrl">  
    Name: <input ng-model="name">  
</div>  
  
<script>  
var app = angular.module('myApp', []);  
app.controller('myCtrl', function($scope) {  
    $scope.name = "John Doe";  
});  
</script>

AngularJS controllers **control the data** of AngularJS applications.

AngularJS controllers are regular **JavaScript Objects**.

## AngularJS Controllers

AngularJS applications are controlled by controllers.

The **ng-controller** directive defines the application controller.

A controller is a **JavaScript Object**, created by a standard JavaScript **object constructor**.

### AngularJS Example

<div ng-app="myApp" ng-controller="myCtrl">  
  
First Name: <input type="text" ng-model="firstName"><br>  
Last Name: <input type="text" ng-model="lastName"><br>  
<br>  
Full Name: {{firstName + " " + lastName}}  
  
</div>  
  
<script>  
var app = angular.module('myApp', []);  
app.controller('myCtrl', function($scope) {  
    $scope.firstName = "John";  
    $scope.lastName = "Doe";  
});  
</script>

|  |  |
| --- | --- |
|  | **15. $watch will watch changes which are done within the scope**  The AngularJS $watch is used to observe properties on a single object and notify you if one of them changes.  In other word watch is shallow watches the properties of an object and fires whenever any of the properties change.  This method is for watching changes of scope variables.  This method has callback function which gets called when the watching properties are changed.  example:  <!doctype html>  <html ng-app="app" ng-controller="ctrl">  <script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.0.1/angular.min.js"></script>  <input type="text" ng-model="expression">  <script>  var app=angular.module("app",[]);  app.controller("ctrl",ctrl);  ctrl.$inject=["$scope"]  function ctrl($scope){  $scope.$watch("expression",function(  newValue,oldValue,scope ){  console.log("newValue="+ newValue);  console.log("oldValue="+ oldValue);  console.log(scope.expression);  });  }  </script>  </html>  **16.What is the difference between $parse and $eval?**  $eval:  The AngularJS $eval method is used to executes the AngularJS expression on the current scope and returns the result.  In AngularJS, expressions are similar to JavaScript code snippets that are usually placed in bindings such as {{ expression }}.  AngularJS used internally $eval to resolve AngularJS expressions, such as {{variable}}.  The important difference between $eval and $parse is that $eval is a scope method that executes an expression on the current scope,  while $parse is a globally available service. The $eval method takes AngularJS expression and local variable object as parameter.  $eval takes an angular expression, evaluates it and returns the actual result of that expression.  for example1:  $scope.a = 2;  var result = $scope.$eval('1+1+a');  // result is 4  example2:  <!DOCTYPE html>  <html lang="en" ng-app="app" ng-controller="ctrl">  <script src="bower\_components/angular/angular.min.js"></script>  <div>  <h1>a={{a}}</h1><br>  <h1>b={{b}}</h1><br>  <h1>Result={{a \* b}}</h1>  </div>  <button ng-click="clickMe()">DEMO </button>  <script>  var app=angular.module("app",[]);  app.controller("ctrl",ctrl);  ctrl.$inject=["$scope"];  function ctrl($scope) {  $scope.a = 10;  $scope.b = 20;  $scope.emp={  ename:"rk",age:24  };  $scope.clickMe = function () {  var r = $scope.$eval("a\*b")  alert("result:" + r);  var r2=$scope.$eval("emp.ename");  alert(r2);  var r3=$scope.$eval("a\*b\*3");  alert(r3);  var r4=$scope.$eval("a\*b\*3\*c");  alert(r4);  var r5=$scope.$eval("a\*b\*3\*c",{c:5});  alert(r5);  var r6=$scope.$eval("a\*b\*3\*c",{a:2,c:5});  alert(r6);  var r=$scope.$eval(function($scope,locals){  return $scope.a\*$scope.b  })  alert(r);  var r=$scope.$eval(function($scope,locals){  return $scope.a\*$scope.b\*locals.c},  {a:2,b:3,c:6});  alert(r);  };  }  </script>  </html>  $parse:  $parse does not require scope. It takes an expression as a parameter and returns a function.  The function can be invoked with an object that can resolve the locals:  $parse takes an angular expression and returns a function that represents that expression.  For example1:  var fn = $parse('1+1+a');  var result = fn({ a: 2 });  // result is 4  example2:  <!DOCTYPE html>  <html lang="en" ng-app="app" ng-controller="ctrl">  <script src="bower\_components/angular/angular.min.js"></script>  <div>  <h1>a={{a}}</h1><br>  <h1>b={{b}}</h1><br>  <h1>Result={{a \* b}}</h1>  {{emp.ename}}  </div>  <button ng-click="clickMe()">parseDemo </button>  <script>  var app=angular.module("app",[]);  app.controller("ctrl",ctrl);  ctrl.$inject=["$scope","$parse"];  function ctrl($scope,$parse) {  $scope.a = 10;  $scope.b = 20;  $scope.emp = {  ename: "rk", age: 24  };  $scope.clickMe = function () {  // var my\_fun = $parse("a\*b"); //return a function  // var r = my\_fun($scope);  // alert("result=" + r);  //alert("result="+ $parse("a\*b")($scope)  // alert("result="+ $parse("a\*b")({a:2,b:3}));  // var my\_fun = $parse("a\*b"); //return a function  // var r1 = my\_fun($scope);  // alert("result=" + r1);  // var r2=my\_fun({a:2,b:3});  // alert("result=" + r2);  // alert($parse("emp.ename")($scope));  ($parse("emp.ename").assign($scope,"satti"));  // alert($parse("emp.ename")($scope));  }  }  </script>  **17.Explain $scope in angular?**  The scope is the binding part between the HTML (view) and the JavaScript (controller).  The scope is an object with the available properties and methods.  The scope is available for both the view and the controller.  How to Use the Scope:  When you make a controller in AngularJS, you pass the $scope object as an argument:  Example:  Properties made in the controller, can be referred to in the view:  <div ng-app="myApp" ng-controller="myCtrl">  <h1>{{carname}}</h1>  </div>  <script>  var app = angular.module('myApp', []);  app.controller('myCtrl', function($scope) {  $scope.carname = "Volvo";  });  </script>  When adding properties to the $scope object in the controller, the view (HTML) gets access to these properties.  In the view, you do not use the prefix $scope, you just refer to a propertyname, like {{carname}}.  Understanding the Scope:  If we consider an AngularJS application to consist of:  View, which is the HTML.  Model, which is the data available for the current view.  Controller, which is the JavaScript function that makes/changes/removes/controls the data.  Then the scope is the Model.  The scope is a JavaScript object with properties and methods, which are available for both the view and the controller.  Example:  If you make changes in the view, the model and the controller will be updated:  <div ng-app="myApp" ng-controller="myCtrl">  <input ng-model="name">  <h1>My name is {{name}}</h1>  </div>  <script>  var app = angular.module('myApp', []);  app.controller('myCtrl', function($scope) {  $scope.name = "Ramakrishna";  });  </script>  **18. is angularjs code is reusable**  I'm using Angular to develop commenting functionality for a web app. Currently there are two sections in the application were a user can comment:  Category  Product  About 90% of the commenting functionality is the same for both sections and as such I would like to make this reusable - i.e write some service or controller that I can reference/use as a base.  So far, my research seems to point to using a factory service but unfortunately this doesn't seem to work (I've spent the whole day running through various tutorials).  It is quite possible that I am over thinking this and making it far too complicated but I honestly don't know which way to turn anymore.  Herewith a quick and dirty overview of what I have so far:  HTML view for the category  Controller for the category (receives data from service and posts data to service in order to bind data to model)  Service for the category (retrieve and stores all the necessary data)  The product uses the same logic and a lot of the code in the service and controller will be duplicated. I've merged the two services into one service successfully but I'm having trouble doing the same for the controller.  Do I:  Write a base controller that will communicate with the above mentioned service and that will hookup with the two existing controllers  OR  Write a factory/provider service that hooks up to the two existing controllers as well as the above mentioned service. |

**19. in our programming we are writing service as function that is that is to achieve reusability**

**20. what is the difference between $watch and $observe**

$observe() is a method on the Attributes object, and as such, it can only be used to observe/watch the value change of a DOM attribute.

It is only used/called inside directives. Use $observe when you need to observe/watch a DOM attribute that contains interpolation (i.e., {{}}'s).

E.g., attr1="Name: {{name}}", then in a directive: attrs.$observe('attr1', ...).

(If you try scope.$watch(attrs.attr1, ...) it won't work because of the {{}}s -- you'll get undefined.) Use $watch for everything else.

$watch() is more complicated. It can observe/watch an "expression", where the expression can be either a function or a string.

If the expression is a string, it is $parse'd (i.e., evaluated as an Angular expression) into a function.

(It is this function that is called every digest cycle.) The string expression can not contain {{}}'s.

$watch is a method on the Scope object, so it can be used/called wherever you have access to a scope object, hence in

# a controller -- any controller -- one created via ng-view, ng-controller, or a directive controller

# a linking function in a directive, since this has access to a scope as well

Because strings are evaluated as Angular expressions, $watch is often used when you want to observe/watch a model/scope property.

E.g., attr1="myModel.some\_prop", then in a controller or link function: scope.$watch('myModel.some\_prop', ...) or

scope.$watch(attrs.attr1, ...) (or scope.$watch(attrs['attr1'], ...)).

(If you try attrs.$observe('attr1') you'll get the string myModel.some\_prop, which is probably not what you want.)

As discussed in comments on @PrimosK's answer, all $observes and $watches are checked every digest cycle.

Directives with isolate scopes are more complicated. If the '@' syntax is used, you can $observe or $watch a DOM attribute that contains interpolation (i.e., {{}}'s).

(The reason it works with $watch is because the '@' syntax does the interpolation for us, hence $watch sees a string without {{}}'s.)

To make it easier to remember which to use when, I suggest using $observe for this case also.

To help test all of this, I wrote a Plunker that defines two directives. One (d1) does not create a new scope, the other (d2) creates an isolate scope.

Each directive has the same six attributes. Each attribute is both $observe'd and $watch'ed.

<div d1 attr1="{{prop1}}-test" attr2="prop2" attr3="33" attr4="'a\_string'"

attr5="a\_string" attr6="{{1+aNumber}}"></div>

Look at the console log to see the differences between $observe and $watch in the linking function.

Then click the link and see which $observes and $watches are triggered by the property changes made by the click handler.

Notice that when the link function runs, any attributes that contain {{}}'s are not evaluated yet (so if you try to examine the attributes, you'll get undefined).

The only way to see the interpolated values is to use $observe (or $watch if using an isolate scope with '@').

#$observe is used in linking function of directives.

#$watch is used on scope to watch any changing in its values.

Keep in mind : both the function has two arguments,

$observe/$watch(value : string, callback : function);

value : is always a string reference to the watched element (the name of a scope's variable or the name of the directive's attribute to be watched)

callback : the function to be executed of the form function (oldValue, newValue)

Therefore, getting the values of these attributes is an asynchronous operation. (And this is why we need the $observe and $watch functions.)

**21. Differentiate between named routing and custom directives?**

|  |  |
| --- | --- |
| Custom directives | routing |
| 1. Creating your own directive Based on application requirement is called custom directive.  2. We can achieve custom directives in three levels.  Element level.  Attribute level.  CSS class level.  3. Here we don’t need any objects or services to use above levels.  4. Most advantage is to reuse the custom directive in the place where ever we need.  5. ng-controller directive is the connection between template(vie w) and its controller(model). | 1. Loading the target templates without refreshing web page is called as routing in single page application.  2. We can achieve named routing in two ways.  Ng-route.  Ui-router.  3. Here we need to pass objects to use the services like$route Provider, $state provider.  4. There is no necessity of reusing routing because at the time of loading web pages in the browser it also loads its resources like html, css, js files etc without refreshing the source content.  5.Mapping with key and value pairs is the connection between target(view) and its controllers(model), This is done in sconfiguration file, Mapping will done before launching web pages. |

Custom directive scenario:Instead of coding common part in every view. Let’s create a separate html file for common part and declare it as custom directive, then use it as custom directive in every html file which Leads to less time consuming, better understanding, increases reusability.22. List at least three ways to communicate between modules of your application using angular js functionality?

A module can be injected into another module, in which case the container module has access to all elements of the injected module. If you look at angular seed project, modules are created for directive, controllers, filters etc, something like this

angular.module("myApp", ["myApp.filters", "myApp.services", "myApp.directives", "myApp.controllers"]) This is more of a re usability mechanism rather than communication mechanism.

The second option is would be to use services. Since services are singleton and can be injected into any controller, they can act as a communication mechanism.

Third option is to use parent controller using $scope object as it is available to all child controllers.

You can also inject $rootScope into controllers that need to interact and use the $broadcast and $on methods to create a service bus pattern where controllers interact using pub\sub mechanism.

**23. Different types of errors in Angular js? Can we do or create custom errors?**

A. Errors:

Some Namespace errors are given below.

ng- this is the error in ng-namespace.

|  |  |
| --- | --- |
| Name | Description |
| [badident](https://docs.angularjs.org/error/ngRepeat/badident) | Invalid identifier expression |
| [dupes](https://docs.angularjs.org/error/ngRepeat/dupes) | Duplicate Key in Repeater |
| [iexp](https://docs.angularjs.org/error/ngRepeat/iexp) | Invalid Expression |
| [iidexp](https://docs.angularjs.org/error/ngRepeat/iidexp) | Invalid Identifier |

Ng-repeat- list of errors in the ngRepeat namespace.

|  |  |
| --- | --- |
| [areq](https://docs.angularjs.org/error/ng/areq) | Bad Argument |
| [badname](https://docs.angularjs.org/error/ng/badname) | Bad `hasOwnProperty` Name |
| [btstrpd](https://docs.angularjs.org/error/ng/btstrpd) | App Already Bootstrapped with this Element |
| [cpi](https://docs.angularjs.org/error/ng/cpi) | Bad Copy |
| [cpta](https://docs.angularjs.org/error/ng/cpta) | Copying TypedArray |
| [cpws](https://docs.angularjs.org/error/ng/cpws) | Copying Window or Scope |
| [test](https://docs.angularjs.org/error/ng/test) | Testability Not Found |

Ng-model: list of errors in the ngModel namespace.

|  |  |
| --- | --- |
| Name | Description |
| [constexpr](https://docs.angularjs.org/error/ngModel/constexpr) | Non-Constant Expression |
| [datefmt](https://docs.angularjs.org/error/ngModel/datefmt) | Model is not a date object |
| [nonassign](https://docs.angularjs.org/error/ngModel/nonassign) | Non-Assignable Expression |
| [nopromise](https://docs.angularjs.org/error/ngModel/nopromise) | No promise |
| [numfmt](https://docs.angularjs.org/error/ngModel/numfmt) | Model is not of type `number` |

Ng-options: list of errors in the ngOptions namespace.

|  |  |
| --- | --- |
| Name | Description |
| [iexp](https://docs.angularjs.org/error/ngOptions/iexp) | Invalid Expression |

$q: list of errors in the $q namespace.

|  |  |
| --- | --- |
| Name | Description |
| [norslvr](https://docs.angularjs.org/error/$q/norslvr) | No resolver function passed to $Q |
| [qcycle](https://docs.angularjs.org/error/$q/qcycle) | Cannot resolve a promise with itself |

The TypeError object represents an error when a value is not of the expected type.

Uncaught reference error: //didn’t got the answer.

Custom errors:

$error: Is an object hash, containing references to all invalid controls or forms, where:

keys are validation tokens (error names)

values are arrays of controls or forms that are invalid with given error.

**24. what is the difference between ngshow and ngif and Ng hide?**

ng-Show/nghide

--------------

===>ngShow directive is a part of module ng.

===>It is used to show or hide the elements based on boolean values.

===>The ng-show directive shows the specified HTML element if the expression

evaluates to true, otherwise the HTML element is hidden.

==>ngShow/ngHide work with the show and hide events that are triggered when the directive expression is true and false in Animations

==>The great part about these directives is that "we don’t have to do any of the showing or hiding ourselves with CSS or JavaScript".

===>Supported by all HTML elements.

==>Both ng-show and ng-if receive a condition and hide from view the directive’s element

in case the condition evaluates to false.

==>ng-show (and its sibling ng-hide) toggle the appearance of the element by

adding the CSS display: none style.

==>The ng-hide directive hides the HTML element if the expression evaluates to true.

==>ng-hide is also a predefined CSS class in AngularJS, and sets the element's display to none.

Syntax:

------

<element ng-show="expression"></element>

Parameter:

---------

Value Description

----- -----------

expression An expression that will show the element only if the expression returns true.

Example:

-------

<!DOCTYPE html>

<html>

<body ng-app="">

Show HTML: <input type="checkbox" ng-model="myVar">

<div ng-show="myVar">

<h1>Welcome</h1>

<p>Welcome to my Show Directive.</p>

</div>

</body>

</html>

**25. How to implement securities in angular js? And what do u mean by IAutho?**

**Security**

**-**-------

==>Security is one of the most important parts of writing a web application—perhaps

the most important part!

==>Angular is not made to enhance security of our web application but to help

the web application run smooth and user-friendly.

==>Do not mix client and server templates

==>Do not use user input to generate templates dynamically

==>Do not run user input through $scope.$eval (or any of the other expression parsing functions)

==>You can not access a angular variable/scope from console of your browser .

==>It Prevents cross-side-scripting attacks.

==>Prevents HTML injection attacks.

==>NG-CSP directive is given in angular to stop injecting inline codes to the application.

==>you have to send every http using ajax and you need to have an api for the back-end.

==>When developers build client apps with server back ends they approach the application

as though they control the entire ecosystem.

==>Assumptions are often made that the client they built will only ever talk to the server side APIs

they built in the way they designed them.

==>HTTP Requests, Whenever your application makes requests to a server there are potential security

issues that need to be blocked.

==>Using Local Caches, There are various places that the browser can store (or cache) data.

==>Within AngularJS there are objects created by the $cacheFactory.

These objects, such as $templateCache are used to store and retrieve data,

==>primarily used by $http and the script directive to cache templates and other data.

==>Similarly the browser itself offers localStorage and sessionStorage objects for caching data.

==>Attackers with local access can retrieve sensitive data from this cache even when users are not authenticated.

For instance in a long running Single Page Application (SPA), one user may "log out",

but then another user may access the application without refreshing,

in which case all the cached data is still available.

26.Differentiate named routing n custom directives...?

**21st & 26th same**

**27. what is AngularJs?**

* AngularJs is a client side UI frame work and also Client side JavaScript Framework for building Dynamic web application,it fallows MVC(Model View Controller)pattern.
* It has set of ready to use modules to simplify building of Single Page Applications.

**28. Advantages of AngularJS?**

* AngularJS supports MVC Pattern
* It supports two way data-binding
* It supports both client and server communication
* It supports Animation
* Event handles
* Supports Rest full services
* Supports Static and Angular templates

AngularJS provides reusable components.

**29. Disadvantages of AngularJs?**

* Not security
* Difficult to understanding the Angular Application because of no coding standards given by venders
* Client should enable the JavaScript then only you can run the Angular Applications
* More than 2000 watchers can severely lag the UI. That limits the complexity of your Angular forms, especially big data grids and lists.

**30. 30- 2 Same Questions**

**31.Difference AngularJS , Angular 2 and ReactJS**
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**React vs Angular comparison: library against framework**

Angular is one of the most popular javascript frameworks and like other similar software suits it offers multiple out-of-the-box solutions and designs. At a time when, React ecosystem comprises any number of composable, targeted online tools and ReactJS acts as one of the building blocks.

**Advantages of angularjs**

* **Global community support**is one of the factors, that can easily make Angular the best javascript framework. Developers and designers constantly collaborate and contribute to the community, increasing credibility and reliability of the framework.
* It is a **full-fledged framework** that can run in any browser or platform. Moreover, it is consistent, overwhelmed with ready-made tools, ng components are robust and quite mature, as contrasted with React.
* **Two-way data bind** is probably the top feature, as it diffuses the impact after every minor data change and does way with the need for further effort with data sync in view and model.

Given the fact that our company makes active use of ng2, it is essential to include react vs angular 2 comparison as well.

* **TypeScript**is an enhanced JS super-set that supplies optional static type checking, object-based programming patterns, and high-performance typing features.
* Owing to **component-based architecture** components have deep binding and each of them comprises elements with only relevant functionality. What is more, they are loosely coupled and properly encapsulated. Such approach makes components easily reusable, enhance their testability and further maintainability.

**Advantages of reactjs**

* **JSX**is a JS syntax that enables HTML quotes and usage of HTML tag syntax for subcomponents rendering. It promotes building of machine-readable code and provides ability to compound components in one compile-time verified file.
* **Prompt rendering** is among the best features of React that gives a significant edge over Angular. The technology comprises smart methods to mitigate the amount of DOM operations, optimize and accelerate the updates process. Virtual DOM (Document Object Model) is of great use while handling vast databases.
* The core difference between reactjs and angularjs is that React is **JS-centric**, while ng2 remains HTML-centric. JavaScript is far more robust, than HTML, that makes React far more simple, focused and consistent.

**Disadvantages of angularjs**

* Despite a comprehensive and clear manual, **steep learning curve** and **complexity**are named among the main weak points of Angular.js. Like any other client-side rendering technology in javascript framework comparison list, programmers should place special emphasis on security to make apps reliable and safe. Though, with introduction of **Angular Universal** and pre-rendering option in ng2 this issue was defused.

**Disadvantages of react.js**

* Comparing react vs angular performance, first of all it’s worth mentioning that reactJS is **not a full-scale framework** and for this very reason integration of the UI library into a common MVC framework requires deeper programming knowledge. It is still young and not mature, considering tutorial volumes, limited ecosystem, etc.
* Apart from pros and cons of reactjs, we should also mention **Flux**that is frequently applied for adding a structure and architecture to react app. Usage of both technologies can become a challenge for non-experienced programmer, as it lacks structured and comprehensive documentation or guide.

**Conclusion**

React and Angular offer completely diverse approaches to [web application development](http://da-14.com/services/web-app-development" \t "_blank) for startup, small and midmarket businesses. Both technologies are powerful and flexible, while none of them is worse or better, than the other. Depending upon custom app goals and particular system constraints, developers can run from ng2 to React, and back.

Opting for Angular, it usually assumes the creation of core skeleton for a front-end app, whereas React.js can be applied to improve its specific parts. Moreover, it can be integrated with other frameworks, like Backbone or even well-known Angular.

**32.Difference between $scope and $rootscope?**

* The scope is the binding part between the HTML (view) and the JavaScript (controller).
* The scope is an object with the available properties and methods.
* The scope is available for both the view and the controller.
* When you make a controller in AngularJS, you pass the $scope object as an argument
* When adding properties to the $scope object in the controller, the view (HTML) gets access to these properties.

If we consider an AngularJS application to consist of:

* View, which is the HTML.
* Model, which is the data available for the current view.
* Controller, which is the JavaScript function that makes/changes/removes/controls the data.

**$Scope**

Then the scope is the Model.

The scope is a JavaScript object with properties and methods, which are available for both the view and the controller.

<div ng-app="myApp" ng-controller="myCtrl">  
  
<h1>{{carname}}</h1>  
  
</div>  
  
<scriptdr>

var app = angular.module('myApp', []);  
  
app.controller('myCtrl', function($scope) {  
    $scope.carname = "Volvo";  
});

</script>

## Root Scope

All applications have a $rootScope which is the scope created on the HTML element that contains the ng-app directive.

The rootScope is available in the entire application.

If a variable has the same name in both the current scope and in the rootScope, the application use the one in the current scope.

<body ng-app="myApp">  
  
<p>The rootScope's favorite color:</p>  
<h1>{{color}}</h1>  
  
<div ng-controller="myCtrl">  
    <p>The scope of the controller's favorite color:</p>  
    <h1>{{color}}</h1>  
</div>  
  
<p>The rootScope's favorite color is still:</p>  
<h1>{{color}}</h1>  
  
<script>

var app = angular.module('myApp', []);  
app.run(function($rootScope) {  
    $rootScope.color = 'blue';  
});  
app.controller('myCtrl', function($scope) {  
    $scope.color = "red";  
});  
</script>  
</body>

**Output:**

The rootScope's favorite color:

# blue

The scope of the controller's favorite color:

# red

The rootScope's favorite color is still:

# blue

**33.Difference between {{ }} and ng-bind?**

To bind our data to the HTML page, [Angular](http://www.ufthelp.com/p/angular-js.html" \t "_blank)gives the ability to use **{{}}** known as double curly brackets or **ng-bind**.Both ways are performing the same functionality.

**{{}}**

**Example:-**[![Double Curly brackets in Angular JS](data:image/png;base64,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)](http://2.bp.blogspot.com/-jN5BxG1maJo/VkJfssf2ggI/AAAAAAAAB9E/kDHJQ5IlSDc/s1600/curly-brackets.png)

*name*is JS object or some variable we are referring to.

It makes your template very readable i.e Anyone going through a code such as **{{ name }}**can easily understand that **"name"** is a variable bounded to the DOM.

**Drawbacks of {{}}**

Sometimes when we load our application in the browser , we can notice flashing content for some milliseconds before **{{ name }}**is resolved and data is loaded.

|  |
| --- |
| [flashing-content](http://1.bp.blogspot.com/-dNJ9lDsc0Ao/VkJU_g6YmwI/AAAAAAAAB8o/C_t1zhef7JE/s1600/flashing-content.png) |

This happens because the template is loaded before AngularJS had a chance to go in and compile the elements. To resolve this issue, you can use **[ng-cloak](https://docs.angularjs.org/api/ng/directive/ngCloak" \t "_blank)**directive.

**ng-bind**  is used inside an HTML DOM element:

**Example:-**

[![ng-bind](data:image/png;base64,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)](http://2.bp.blogspot.com/-EDWq9v3WfU8/VkJfZUxhOyI/AAAAAAAAB84/wVq0LV_pDHA/s1600/ng-bind.png)

We are using the same expression which we used for double curly brackets.

The **major difference** between **ng-bind and {{}}** is that ng-bind creates a watcher for variable passed to it(i.e. name as in above example), while curly brackets({{}}) will (store the entire expression in memory i.e. }perform dirty-checking and refreshing the expression in every digest cycle even if it is not required.

**ng-bind**will only apply when the value passed is changing actually.

In the first approach(i.e. {{}}), AngularJS evaluates the expression then replaces it with some value which sometime be left with the flashing double curly brackets but **ng-bind** saves this time by informing AngularJS to put the contents of the expression within the element itself.

**Note:-**

* {{}} sometimes cause performance issue if we have thousand of bindings in our page.In these scenario's, we should go with **ng-bind.**
* For some modules, like [translate module](https://github.com/angular-translate/angular-translate" \t "_blank) is implemented  or having binding which are not going to change , make the practice to use **:: (double colon)**before our binding. Example

[![http://2.bp.blogspot.com/--0roRw3hAHY/VkJgLeT25tI/AAAAAAAAB9I/gMl7YdTQNBY/s1600/bindonce.png](data:image/png;base64,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)](http://2.bp.blogspot.com/--0roRw3hAHY/VkJgLeT25tI/AAAAAAAAB9I/gMl7YdTQNBY/s1600/bindonce.png)

**34)Difference between $scope and $root scope:**

$scope is an object that is accessible from current component e.g Controller, Service only.

$rootScope refers to an object which is accessible from everywhere of the application we can say it is a global scope of variable.

we can think $rootScope as global variable and $scope as local variables.

difference of $rootScope and $scope in Angularjs. $rootScope is available globally, no matter what controller you are in, whereas $scope is only available to the current controller and it's children.

$rootScope is a parent object of all whereas $scope angular objects created in a web page.

Example for $scope:

app.controlller("ctrl",ctrl);

ctrl.$inject=["$scope"];

function ctrl($scope){

$scope.data="angularJS";

}

Example for $rootscope:

app.controlller("ctrl",ctrl);

ctrl.$inject=["$rootscope","$scope"];

function ctrl($rootscope,$scope){

$scope.data="angularJS";

$rootscope.my\_un=function(){

return $scope.data;

}

}

}

**35.About ngRoute :**

1)it is predefined module in angularJs and it is native module

using this module we can achive single page application.

2)ngRoute wont support nested views in single page applications.

development of SPA using ngRoute:

step1, downlod ngRoute

step2, creating the module

app.js:

var app=angular.module("app",[ngRoute]);

step3, creating templates

page\_one.html:

{{var\_one}}

page\_two.html:

{{var\_two}}

step4, creating controllers

page\_one.js:

$scope.var\_one="i am from page one";

page\_two.js

$scope.var\_two="i am from page two";

Step5,

mapping in config phase.

mapping should be done using key and values.

it should be done in constructor using user define function called app.config.

**Above** two can be provided by default object i,e $routeProvider.

config.js

app.config(config);

config.$inject=["$routeProvider"];

function config($routeProvider){

$routeProvider.when("/page\_one",{

templateUrl:'templates/page\_one.html'

controller: /'page\_one'})

.when("/page\_two",{

templateUrl:'templates/page\_two.html'

controller: /'page\_two''})

.otherwise("/page\_one",{

templateUrl:'templates/page\_one.html'

controller: /'page\_one'});

}

step6: creating soure page

index.html

<a href="#/page\_one">page\_one</a><br/>

<a href="#/page\_two">page\_two</a><br/>

<div ng-view>

</div>

**36) Difference between ngRoute and ui.router**

|  |  |
| --- | --- |
| ***ngRoute*** | ***Ui.router*** |
| ***1*, ngRoute is native module in angularJS** | ***1,* ui.router is thirdparty module** |
| ***2, declaration:***  **Var app=angular.module(“app”,[“ngRoute”]);** | ***2, declaration:***  **var app=angular.module(“app”,[“ui.router”]);** |
| ***3)* it wont support nested views and named views in SPA** | ***3)* it will support nested views and named in SPA** |
| **4)won’t support object passing as url parameters** | **4)will support object passing as url parameters** |
| **5)syntax:**  **$stateprovider.state("page\_one",{**  **url:"/page\_one",**  **templateUrl: 'templates'/page\_one.html',**  **controller:'page\_one}')** | **5)syntax:**  **$routeProvider.when("/page\_one",{**  **templateUrl:'templates/page\_one.html'**  **controller: /'page\_one'})** |
| **6) parameters:**  **$stateparams** | **6) parameters:**  **$routeparams** |
| **7)**  **Uses href for linking** | **7) ui-router allows for us to have strong-type linking between states based on state names. Change the url in one place will update every link to that state when you build your links with [ui-sref](http://angular-ui.github.io/ui-router/site/" \l "/api/ui.router.state.directive:ui-sref)** |
| **8) keys in source page should start with “#”** | **8) not required** |

**37.What is Routing?**

Loading the Target Templates to the Source Templates without refreshing is called as Routing in Single Page Application

If you want to navigate to different pages in your application, but you also want the application to be a SPA (Single Page Application), with no page reloading, you can use the ngRoute module.

**38.In how many ways we can achieve the Routings in Angular Js**

In AngularJs Routing can be done in two ways**:**

* **ngRoute Module**
* **ui.Router Module**

**ngRoute Module:** The ngRoute Module routes  your application to different pages without reloading the entire application.

**Ui.Router Module:** The **UI**-**Router** is a **routing** framework for **AngularJS** built by the AngularUI team. It provides a different approach than ngRoute in that it changes your application views based on state of the application and not just the route URL ( i.e. ngroute just route the url and ui router changes the view based on state of application)

**39.Explain the ui router module in the in AngularJS**

The UI-Router is a routing framework for AngularJS built by the [AngularUI team](https://angular-ui.github.io/" \t "_blank). It provides a different approach than ngRoute in that it changes your application views based on **state of the application** and not just the route URL.

STATES VS URL ROUTE

With this approach, your views and routes aren’t tied down to the site URL. This way, you can change the parts of your site using your routing even if the URL does not change.

When using ngRoute, you’d have to use ngInclude or other methods and this could get confusing. Now that all of your states, routing, and views are handled in your one .config(), this would help when using a top-down view of your application.

Sample application to achieve ui router module:

**Step 1 :** Download the ui.router module by using bower.

**bower.json –**

dependencies:{

"angular":"~1.6.0",

"angular-ui-router":"~0.2.18"

}

**.bowerrc.json -**

{

"directory":"bower\_components"

}

**Step 2 :** Add the ui.router module dependency

**app.js -**

var app=angular.module("app",["ui.router"]);

**Step 3 :**

**Create the Templates**

**-----------------------**

**Basic\_uiRouter**

**templates**

**page\_one.html**

**page\_two.html**

**-------------------------**

**page\_one.html-**

{{var\_one}}

**page\_two.html-**

{{var\_two}}

**Step 4 : Create the Controllers**

**-----------------------------**

**Basic\_uiRouter**

**controllers**

**page\_one.js**

**page\_two.js**

**-----------------------------**

**page\_one.js-**

$scope.var\_one="i am from page one controller";

**page\_two.js-**

$scope.var\_two="i am from page two controller";

**Step 5 : Done the mappings**

**config.js -**

app.config(config);

config.$inject=["$stateProvider","$urlRouterProvider"];

function config($stateProvider,$urlRouterProvider){

$stateProvider.state("page\_one",{

url:"/page\_one",

templateUrl:'templates/page\_one.html',

controller:'page\_one'

})

.state("page\_two",{

url:"/page\_two",

templateUrl:'templates/page\_two.html',

controller:'page\_two'

});

$urlRouterProvider.otherwise("/page\_one");

}

**Step 6 :** Create the keys in source template (index.html)

**index.html-**

<html ng-app="app">

<a ui-sref="page\_one"><b>Page\_One</b></a>

<a ui-sref="page\_two"><b>Page\_Two</b></a>

<div ui-view>

</div>

<script src="bower\_components/angular/angular.min.js"></script>

<script src="bower\_components/angular-ui-router/release/angular-ui-router.min.js"></script>

<script src="app.js"></script>

<script src="config.js"></script>

<script src="controllers/page\_one.js"></script>

<script src="controllers/page\_two.js"></script>

</html>

**40.How to create services in the angularjs?**

Services:

* It provides us method to keep data across the lifetime of the angular app
* It provides us method to communicate data across the controllers in a consistent way
* This is a singleton object and it gets instantiated only once per application
* It is used to organize and share data and functions across the application

An AngularJS service can be created in four different ways,

* Using the service() method
* Using the factory() method
* Using the provider() method
* Using the value() method
* Using the constant() method

**Service() method:**

Services provided to the server or reusable components.

Example:

app.service(“my\_service”,my\_service);

function my\_service(){

this.my\_fun=function(){

return(“Iam from service”);

}

Var myClass=function(data) {

return data;

}

}

**Factory() method:**

**factory method** is to generate a single object or **function** that represents the service to rest of the application.

Example:

app.factory(“my\_service”,my\_service);

function my\_service(){

return(“Iam from Factory”);

}

**Provider() method:**

 Provider functions are constructor functions, whose instances are responsible for "providing" a factory for a service.

Provider() used to create the custom services, it will depend on $get.

Example:

app.provider(“my\_service”,my\_service);

function my\_service(){

this.$get=function(){

return=”iam from provider”;

}

}

**Value() method**:

Old value will over ridden with the new value.

Example:

app.value(“my\_service”,”first\_value”);

app.value(“myservice”,”second value”);

output:

second value.

**Constant() method:**

Here in this over riding may not be possib**le**

Example:

App.constant(“my\_service”,”first\_value”);

app.constant(“myservice”,”second value”);

output:

first value.

**41.what are the advantages of services in angularjs?**

* Gives us the instance of a function (object)- You just instantiated with the ‘new’ keyword and you’ll add properties to ‘this’ and the service will return ‘this’.When you pass the service into your controller, those properties on ‘this’ will now be available on that controller through your service. (Hypothetical Scenario)
* Singleton and will only be created once
* Reusable components
* Dependencies are injected as constructor arguments
* Used for simple creation logic
* If you're using a class you could use the service provider

Syntax: module.service(‘serviceName’, function);

**42.In how many can we create the services?**

There are 5 types of services we can create

* Using the service() method
* Using the factory() method
* Using the provider() method
* Using the value() method
* Using the constant() method

**43. How many types of data binding in AngularJs?**

## AngularJS Data Binding

The **data binding** is the data synchronization processes that work between the model and view components. In Angular, model treat as source of application and view is the projection of angular model.

In angularjs when model data got changed that time the view data will change automatically and vice versa.

We have two types of data bindings available in angularjs those are

                1. One-Way data binding

                2. Two-Way data binding

We will learn each binding in detail with examples in angularjs.

AngularJS One-Way Data Binding

In **One-Way** data binding, view (UI part) not updates automatically when data model changed and we need to write custom code to make it updated every time. Its not a synchronization processes and it will process data in one way that will be like as shown following image.

![Angularjs one way data binding process with example](data:image/png;base64,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)

We will see simple example of using one way data binding in angularjs.

AngularJS One-way Data Binding Example

Following is the example of using one way data binding in angularjs application.

[Live Preview](http://tutlane.com/example/angularjs/angularjs-one-way-data-binding-example" \t "_blank" \o "Angularjs one way data binding example)

<!DOCTYPE html>

<html xmlns="http://www.w3.org/1999/xhtml">

<head>

<title>

AngularJs One way Binding Example

</title>

<script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<script type="text/javascript">

var app = angular.module('angularonebindapp', []);

app.controller('angularonebindingCtrl', function ($scope) {

$scope.name = 'Welcome to one way binding';

});

</script>

</head>

<body ng-app="angularonebindapp">

<div ng-controller="angularonebindingCtrl">

<p>

Message:   {{ name }}

</p>

</div>

</body>

</html>

Here if you observe above code we are binding [model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \t "_blank" \o "Angularjs ng-model directive with example) values to html elements using data bindings but html elements it won't change the values in [model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \t "_blank" \o "Angularjs ng-model directive with example) its one way data binding. Now run application and see the output.

Output of AngularJS One-way Data Binding

Following is the output of angularjs one way data binding

Message: Welcome to one way binding

AngularJS Two-way Data Binding

In **Two-way** data binding, view (UI part) updates automatically when data model changed. Its synchronization processes and two way data binding that will be like as shown following image.
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We can achieve this two-way data binding using [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) directive. If we use ng-model directive in html control it will update value automatically whenever data got changed in input control.

**How does data binding work in the AngularJs?**

In AngularJs, it will remember present values and compare it with previous value. If any changes found in previous value that time change event will fire automatically and it will update data every time when data got changed.

The HTML tells the AngularJs compiler to create the **$watch** for controller methods and its run inside the **$apply** method. We will see simple example for two way data binding in angularjs.

AngularJS Two-way Data Binding Example

Following is the example of binding data in two way in angularjs applications.

[Live Preview](http://tutlane.com/example/angularjs/angularjs-two-way-data-binding-example" \t "_blank" \o "Angularjs two way data binding example)

<!DOCTYPE html>

<html xmlns="http://www.w3.org/1999/xhtml">

<head>

<title>

AngularJs Two Binding Example

</title>

<script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<script type="text/javascript">

var app = angular.module('angulartwobindapp', []);

app.controller('angulartwobindingCtrl', function ($scope) {

$scope.name = 'Welcome to two way binding';

});

</script>

</head>

<body ng-app="angulartwobindapp">

<div ng-controller="angulartwobindingCtrl">

Enter Name : <input type="text" ng-model="name" style="width:250px" />

<p>

Entered Name:   {{ name }}

</p>

</div>

</body>

</html>

If you observe above code we defined [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) objective to html control and used same [ng-model](http://tutlane.com/tutorial/angularjs/angularjs-ng-model-directive-with-example" \o "Angularjs ng-model directive to bind data to html elements with example" \t "_blank) value to show input control value. Here whenever we change input control value automatically the appearance value also will get changed. Now we will run and see the output.

Output of AngularJS Two-way Data Binding

Following is the result of two way data binding in angularjs application

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAzMAAAHMCAIAAABukmEEAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAAJDJJREFUeF7t3T1602gXBuDkW0ug4GIFYQVhGqpppwslaaajpKMhJemmpaKBrGC8grkoBvaS79WfLdmOLcVx/GRyuyJB1nt0nxPyYEn28c3NzZEHAQIECBAgQIBAgMD/AmpQAgECBAgQIECAQCUgmZkDAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBAQDIzAwQIECBAgACBFAHJLKUT6iBAgAABAgQISGZmgAABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECAgmZkBAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBAQDIzAwQIECBAgACBFAHJLKUT6iBAgAABAgQISGZmgAABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECAgmZkBAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBAQDIzAwQIECBAgACBFAHJLKUT6iBAgAABAgQISGZmgAABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECAgmZkBAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBAQDIzAwQIECBAgACBFAHJLKUT6iBAgAABAgQISGZmgAABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECAgmZkBAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBAQDIzAwQIECBAgACBFAHJLKUT6iBAgAABAgQISGZmgAABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECAgmZkBAgQIECBAgECKgGSW0gl1ECBAgAABAgQkMzNAgAABAgQIEEgRkMxSOqEOAgQIECBAgIBkZgYIECBAgAABAikCkllKJ9RBgAABAgQIEJDMzAABAgQIECBAIEVAMkvphDoIECBAgAABApKZGSBAgAABAgQIpAhIZimdUAcBAgQIECBA4Pjm5oYCAQIHFDg+Pj7g6pYm8BgF/OZ6jF1T80gBr5mNhLIZAQIECBAgQGDvApLZ3oktQIAAAQIECBAYKSCZjYSyGQECBAgQIEBg7wKS2d6JLUCAAAECBAgQGCngDoCRUDYjsC+BpTsAXNq8L2j7fcwCfkwec/fUPk3Aa2bTvGxNgAABAgQIENifgGS2P1t7JkCAAAECBAhME5DMpnnZmgABAgQIECCwPwHJbH+29kyAAAECBAgQmCYgmU3zsjUBAgQIECBAYH8Cktn+bO2ZAAECBAgQIDBNQDKb5mVrAgQIECBAgMD+BCSz/dnaMwECBAgQIEBgmoBkNs3L1gQIECBAgACB/QlIZvuztWcCBAgQIECAwDQByWyal60JECBAgAABAvsTkMz2Z2vPBAgQIECAAIFpApLZNC9bEyBAgAABAgT2JyCZ7c/Wngk8vMCvy1fHx8dvrx9+5f/mitdvC+ery1/LR1d/f4Jz05dmR1Of+9+UdVQECNwmIJmZDQIE7kVgaiicuv29FGknBAgQSBeQzNI7pD4CBPIEzj7flMfns7tUtstz77Ke5xAg8LgEJLPH1S/VPgmB3pmv9txXez6tf07sqPmieaw531ZJ9TbpTnA2p9KGz6o3e3V5Pd9h2Xi+Xe/M6IYVy189u5iVJa9eL8pZt1bbwKXt375dnOzbcMibd9hz6J+EXD2RuCAbgA4XHkzat06t0+i/4FcttqTXPnle76uPPxb7m/jcjR1+Ej8PDpLAUxOo/uPnQYDA4QSW/s0phfz8dFq+ef69qqn589Hpp5/li+/n3R/7mzTf7m/e/HmxdfXnag/1dwZb1vvtr9H+uVlwdftmz/0V53CDktY9tzmG9duPOORbiu/2t30PZYu2hMW2zZ/ab/fB2t02izZk/W37q/W36RfZ2127SbPOiOfWm/R607IfbkgPv/Lqj8nha1IBgf0IeM3sqUVxx/sIBE5++738Yr76Wq7j//Xty+z8/Pxo9uNn+eLff8rv699/O6m/XfLCm+Zs2tmbkh/qzfuP669X7dbVJp//fnfSfOfTn/WzmkVmX751V7fXO26/fXT+/l35ot7x0T//lk3GrLi6+m1rrTRh+yFvLr4rfBPaybu/C0J97M9ftsd18u59OcRGYQDWr7Ala8WqTqw+2m16Yv3dnf3ZBOz1j9Xn/vwxaxrd9eMRTK0SCRC4JwHJ7J4g7YbAPQo0GaBKROVX9OmLNy9Ouy/a39fVb+72zGF1sut1SVzLjzrGHb18XkeR+tF8Z/5o4snYx4gV+7uavNa2Q96+w217KOXNzy72wOosVUWzRe7dbFIH1e2PpYK3P6G/xbPS8SYu1on49MWzac+3NQECj1hAMrtz8/qXvNRXgmx6p4Idb0ObX98zX2PHHd75qD3xYQTqlFF+NV+XMPXy+Vn5qnxxWb3k1YtaS2cH116O3o8RS1FsNbptPbYxKzY7mb7WlkMescMteyg/MyWQ9U70tofbRLOLP/6oIlD9OtXmRz/sbthyWvBdt6PZxbPj43L13umnv5qX+jwIEHgSApLZbm3u/6a6231a09a/+rD6zkrT9mDrxyHQpowP5VxmOWVZ/ZaffflSXvJqT2C2aeLjhvctG56tvH5bbhKYvzxUGQxPT25V2b7i4hRhtbPtaw23b8/bzb5sPuT25Ov64regVWU1rz7VJxrnj+ZU42x2azCbXdTQ1x+rexy6U8hbxarXvbqzxc1TRz+aF8q6y/LaU7Cjn21DAgQeucB+Ll97Cntdc7Vwc9Xz6afv82tKehcOd4MyuAa5+Wb3T3B72e+n3mXajWTzF6f1lSqrF3p3F1v399XualBJexVyt4vFntvS5r8JBldFP4VeHvYYl/4J6YoZXDTeXovfdr/ZZN7PZgfrBqO7nH9pxroVu+vKBw1fvbdgPhhrV1y5pn8+0YvV5+UNpecb9K/AH16Pf+u0Dijmu92Mtqi/unRvEX2Gt1kMalz7E73uKv4OafDvwnzB9h+FW+4AWPPcbdSHHdlDrH7Lj8khSrEmgT0LHO15///h3d+azLrfQrfe1za8Oat3m1v3i2rlRqxBzlq+Y2vdHWe73W0nmT3o3PqV86Dcaxdb+9N8uLIG5Szd83q4qg67sh+Tw/pb/SEFnM3c7TXP+kqQ5TeUWr3TammRzbe5dffOrVb2rLmPrDm1Mn+su+OsexXsbnfblT2WIXQOZbfZ8OzHI9Cc3Rx5Adn+D2t4BWBz74UHAQJPRkAy263Vi+vMpuSYzbe5bfr9cPa5+t90udpscOP+ujvORhzXxLvtRuzRJgQeocCvyw9VMBt9AdneD7H816j8nNfv2dvceFteRX+Iy1j3fmAWIEBgjIBkNkZpL9uMv81tsHx9tfLs4uuP7h0PbrvjbGTRdyxj5N5tRiBfoHmNOCv7NJ/g1D3EsvwpUiGB+xOQzO7PctOe1t22tnRScmwhJ+/+Ktns6mrwDlbr7jjbusNb77Zb+siarTuyAQECBAgQIHA/ApLZbo6L68w2v5/ZUftSV7kqrfqEw/If4t7Zim1vhrZcYvO25d2j/qqp4/VRdcfZ+MduZYxfx5YECBAgQIDAOIHj8nL5uC1tRYDAXgRKpu7v14/kXpTt9JEL+DF55A1U/gQBr5lNwLIpAQIECBAgQGCvApLZXnntnAABAgQIECAwQUAym4BlUwIECBAgQIDAXgUks73y2jkBAgQIECBAYIKAOwAmYNmUwD4Eli5t3scS9kngPybgRpn/WEMdTl/Aa2bmgQABAgQIECCQIiCZpXRCHQQIECBAgAABycwMECBAgAABAgRSBCSzlE6ogwABAgQIECDgDgAzQIAAAQIECBBIEfCaWUon1EGAAAECBAgQkMzMAAECBAgQIEAgRUAyS+mEOggQIECAAAECkpkZIECAAAECBAikCEhmKZ1QBwECBAgQIEBAMjMDBAgQIECAAIEUAckspRPqIECAAAECBAhIZmaAAAECBAgQIJAiIJmldEIdBAgQIECAAAHJzAwQIECAAAECBFIEJLOUTqiDAAECBAgQICCZmQECBAgQIECAQIqAZJbSCXUQIECAAAECBCQzM0CAAAECBAgQSBGQzFI6oQ4CBAgQIECAgGRmBggQIECAAAECKQKSWUon1EGAAAECBAgQkMzMAAECBAgQIEAgRUAyS+mEOggQIECAAAECkpkZIECAAAECBAikCEhmKZ1QBwECBAgQIEDg+ObmhgIBApkCx8fHmYWpisATFPDr8gk2/SCH7DWzg7BblAABAgQIECCwRkAyMxYECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCLgDoCUTqiDwKrA0h0ALkA2JAQeUsAP4ENqW2su4DUzw0CAAAECBAgQSBGQzFI6oQ4CBAgQIECAgGRmBggQIECAAAECKQKSWUon1EGAAAECBAgQkMzMAAECBAgQIEAgRUAyS+mEOggQIECAAAECkpkZIECAAAECBAikCEhmKZ1QB4EYgV+Xr8obOb29jinokRdy/bZwvrr8tXwY9fcnODd9aXY09bmPnFD5BJ6SgGT2lLrtWAmkC0wNhVO3Tz9+9REgQEAyMwMECBA4iMDZ5/KpDjefz+6y+C7Pvct6nkOAwIMJSGYPRm0hAg8q0Dvz1Z77as+n9c+JHTVfNI8159uqinubdCc4m1Npw2fVm726vJ7vsGw83653ZnTDiuWvnl3MypJXrxflrFurhVza/u3bxcm+DYe8eYc9h/5JyNUTiQuyAehw4UHHv3VqnUb/Bb9qsSW99snzel99/LHY38Tnbuzwg86lxQgQ2CpQ/Z/NgwCBSIGln99JNf78dFqefv69elLz56PTTz/LF9/Puz/2N2m+3d+8+fNi6+rP1R7q7wy2rPfbX6P9c7Pg6vbNnvsrzo9sUNK65zbHsH77EYd8S/Hd/rbvoWzRlrDYtvlT++0+WLvbZtGGrL9tf7X+Nv0ie7trN2nWGfHcepNeb1r2SVP0xDfe5QfwidM5/F0EvGa2NbvagMCjFDj57ffyi/nqa7mO/9e3L7Pz8/Oj2Y+f5Yt//ym/r3//7aT+dskLb5qzaWdvSn6oN+8/rr9etVtXm3z++91J851Pf9bPahaZffnWXd1e77j99tH5+3fli3rHR//8WzYZs+Lq6rettdKW7Ye8ufiu8E1oJ+/+Lgj1sT9/2R7Xybv35RAbhQFYv8KWrBWrOrH6aLfpifV3d/ZnE7DXP1af+/PHrGl0149HOceKJvD0BCSzp9dzR/xEBJoMUCWi8iv69MWbF6fdF+3v6+o3d3vmsDrZ9bokruVHHeOOXj6vo0j9aL4zfzTxZOxjxIr9XU1ea9shb9/htj2U8uZnF3tgdZaqotki9242qYPq9sdSwduf0N/iWel4ExfrRHz64tm059uaAIHDCEhmh3G3KoH9C9Qpo/xqvi5h6uXzs/JV+eKyesmrF7WWzg6uvRy9HyOWothqdNt6XGNWbHYyfa0thzxih1v2UC7vKoGsd6K3Pdwmml388UcVgerXqTY/+mF3w5bTgu+6Hc0unh0fl6v3Tj/91bzU50GAQLqAZJbeIfURuLNAmzI+lHOZ5ZRl9Vt+9uVLecmrPYHZpomPG963bHi28vptuUlg/vJQVdbw9OTWQrevuDhFWO1s+1rD7dvzdrMvmw+5Pfm6vvgtaFVZzatP9YnG+aM51Tib3RrMZhc19PXH6h6H7hTyVrHqda/ubHHz1NGP5oWy7rK89hTs6GfbkACBwwnscpGa5xIgsFeBpX8Ypq81uGi8vRa/fcWn2Vm7QbfQ6h0A80v7q0TS/prvLvCvn9VdVz64DH713oJ5RFi74so1/fPV1q61eg/Aorpth7x1h51J/4r+xWH2xKpL9xbRZ3ibxaBVVUmnn77PrxIbkq3eaTG47WKxYLuLW+4A6IBXbxkYNnf6ED3hZ+z8A/iE7Rz6DgLH5bmHi4VWJkBgk0C5+qv/135ao8elXID2+qoEpJCXpwblNG8wUkLg3d49Ldp9j8X5Adwjrl3fLuBspukgQIDAPQg0ZzdHXkB2D+tt2cXwCsDm3gsPAgQeg4Bkducu9d+vsn4bx00fM7jjZ8jM35xzvsaOO7zzUXsiAQLrBH5dfqiC2egLyPauWN7eo5zYrN+zt7nx1gtmeze3AIH7EZDMdnPs32b2EKcJrj6sfizybkfg2QQI3INACULVZSUP8a/A6GqbT3DqHlGljT4GGxJ4ggKS2f02fe1HrKz9zJl1n1HTfr7NZf0hLisvwZ2eVndpNTd4LT16r9/1P4Hnrh+Vs/RpM/dLZG8ECBAgQIDArQKS2f0Px+zi9Y/37V1vV69LwCr/m+7dqlZdHjy/HLe5O6685dAih80uLo6qT3FZ/R/u7++rm7tWXjYrO/vwov7EmmqVfnSbXXw4+qu9t66c1ai3qu7cqqsqj01l3L+LPRIgQIAAAQLbBCSzbUKb/75+G8flT4Ne/ZiUpZ1s/oya7oNvVld+1nwIzNLLZus+LqZ97h0/Kqc5MRNyh9luDfJsAgQIECDwqAQks93atbjObEqO2fwZNZtu7jr7XL/m9eFy8Kl76z4uZsRxTfyonBF7tAkBAgQIECCwk4BkthPfLk8e/xk1g1XqtxqfXXz90X1c4W0fFzOytjuWMXLvNiNAgAABAgSmCEhmU7Tuvu26z5xZey3/9iVO3v1VstnV1eDjp9d9XMzWXd36UTnuANhqZwMCBAgQILAXAclsN9bFdWab38/sqH2pq1yVVt08We5m773V0LY3Q1su8aS+3Kx71F81dbw+qj4uZvxjtzLGr2NLAgQIECBAYJyAT2ca52QrAocQ8OEwh1C3JoFWwA+gUTiIgNfMDsJuUQIECBAgQIDAGgGvmRkLArkCS/9lzy1UZQSegEB5M6EncJQO8fACXjM7fA9UQIAAAQIECBBoBCQzk0CAAAECBAgQSBGQzFI6oQ4CBAgQIECAgGRmBggQIECAAAECKQLuAEjphDoIECBAgAABAl4zMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCIgmaV0Qh0ECBAgQIAAAcnMDBAgQIAAAQIEUgQks5ROqIMAAQIECBAgIJmZAQIECBAgQIBAioBkltIJdRAgQIAAAQIEJDMzQIAAAQIECBBIEZDMUjqhDgIECBAgQICAZGYGCBAgQIAAAQIpApJZSifUQYAAAQIECBCQzMwAAQIECBAgQCBFQDJL6YQ6CBAgQIAAAQKSmRkgQIAAAQIECKQISGYpnVAHAQIECBAgQEAyMwMECBAgQIAAgRQBySylE+ogQIAAAQIECEhmZoAAAQIECBAgkCLwf075MNl2/2gVAAAAAElFTkSuQmCC)

**44.Difference between service & factory in angularjs**

AngularJS supports the concepts of "Separation of Concerns" using services architecture. Services are javascript functions and are responsible to do a specific tasks only. This makes them an individual entity which is maintainable and testable. Controllers, filters can call them as on requirement basis. Services are normally injected using dependency injection mechanism of AngularJS.

In **AngularJS**, services are reusable singleton objects that are used to organize and share code across your app. They can be injected into controllers, filters, directives. **AngularJS** provides you three ways :

* Service
* **factory**
* provider to create a service.

#### AngularJS .factory

module.factory('MyService', function() {

var factory = {};

factory.method1 = function() {

//..

}

factory.method2 = function() {

//..

}

return factory;

});

#### AngularJS .service

module.service('MyService', function() {

this.method1 = function() {

//..

}

this.method2 = function() {

//..

}

});

Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Services</title>

<scriptsrc="https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp"

ng-controller="CalcController">

<p>Enter a number: <input type = "number" ng-model = "number" /></p>

<button ng-click = "square()">X<sup>2</sup></button>

<p>Result: {{result}}</p>

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b

}

return factory;

});

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

mainApp.controller('CalcController', function($scope, CalcService) {

$scope.square = function() {

$scope.result = CalcService.square($scope.number);

}

});

</script>

</body>

</html>

**45.what are the services in angularjs?**

In AngularJS you can make your own service, or use one of the many built-in services.

## What is a Service?

In AngularJS, a service is a function, or object, that is available for, and limited to, your AngularJS application.

AngularJS has about 30 built-in services. One of them is the $location service.

The $location service has methods which return information about the location of the current web page:

### Example

Use the $location service in a controller:

<!DOCTYPE html>

<html>

<script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<body>

<div ng-app="myApp" ng-controller="myCtrl">

<p>The url of this page is:</p>

<h3>{{myUrl}}</h3>

</div>

<p>This example uses the built-in $location service to get the absolute url of the page.</p>

<script>

var app = angular.module('myApp', []);

app.controller('myCtrl', function($scope, $location) {

$scope.myUrl = $location.absUrl();

});

</script>

</body>

</html>

Output:

he url of this page is:

### https://www.w3schools.com/angular/tryit.asp?filename=try\_ng\_services

This example uses the built-in $location service to get the absolute url of the page.

Note that the $location service is passed in to the controller as an argument. In order to use the service in the controller, it must be defined as a dependency.

## Why use Services?

For many services, like the $location service, it seems like you could use objects that are already in the DOM, like the window.location object, and you could, but it would have some limitations, at least for your AngularJS application.

AngularJS constantly supervises your application, and for it to handle changes and events properly, AngularJS prefers that you use the $location service instead of the window.location object.

## The $http Service

The $http service is one of the most common used services in AngularJS applications. The service makes a request to the server, and lets your application handle the response.

### Example

Use the $http service to request data from the server:

<!DOCTYPE html>

<html>

<script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<body>

​

<div ng-app="myApp" ng-controller="myCtrl">

​

<p>Today's welcome message is:</p>

​

<h1>{{myWelcome}}</h1>

​

</div>

​

<p>The $http service requests a page on the server, and the response is set as the value of the "myWelcome" variable.</p>

​

<script>

var app = angular.module('myApp', []);

app.controller('myCtrl', function($scope, $http) {

 $http.get("welcome.htm").then(function (response) {

     $scope.myWelcome = response.data;

});

});

</script>

​

</body>

</html>

​

OUTPUT:

Today's welcome message is:

# Hello AngularJS Students

The $http service requests a page on the server, and the response is set as the value of the "myWelcome" variable.

This example demonstrates a very simple use of the $http service.

## The $timeout Service

The $timeout service is AngularJS' version of the window.setTimeout function.

### Example

Display a new message after two seconds:

<!DOCTYPE html>

<html>

<script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<body>

<div ng-app="myApp" ng-controller="myCtrl">

<p>This header will change after two seconds:</p>

<h1>{{myHeader}}</h1>

</div>

<p>The $timeout service runs a function after a specified number of milliseconds.</p>

<script>

var app = angular.module('myApp', []);

app.controller('myCtrl', function($scope, $timeout) {

$scope.myHeader = "Hello World!";

$timeout(function () {

$scope.myHeader = "How are you today?";

}, 2000);

});

</script>

</body>

</html>

**The $interval Service**

The $interval service is AngularJS' version of the window.setInterval function.

### Example

Display the time every second:

<!DOCTYPE html>

<html>

<script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

<body>

<div ng-app="myApp" ng-controller="myCtrl">

<p>The time is:</p>

<h1>{{theTime}}</h1>

</div>

<p>The $interval service runs a function every specified millisecond.</p>

<script>

var app = angular.module('myApp', []);

app.controller('myCtrl', function($scope, $interval) {

$scope.theTime = new Date().toLocaleTimeString();

$interval(function () {

$scope.theTime = new Date().toLocaleTimeString();

}, 1000);

});

</script>

</body>

</html>

The time is:

# 9:19:05 PM

The $interval service runs a function every specified millisecond.

**46. why is scopeless(routescope) controller used in angularjs?**

$scope is used for communicate between controller and view. $scope binds a view (DOM element) to the viewmodel

But rootscope, There is only one rootscope in the app and it is shared among all the components of an app. $rootscope a global variable. all others $scopes are children of that $rootScope.

**For Example**

there are two controllers both have scope

var app = angular.module('myApp', []);

app.controller('Ctrl1', function ($scope, $rootScope) {

$scope.msg = 'World';

$rootScope.name = 'AngularJS';

});

app.controller('Ctrl2', function ($scope, $rootScope) {

$scope.msg = 'Dot Net Tricks';

$scope.myName = $rootScope.name;

});

rootscope only availble for all controllers but scope didn't get from another controller

**47.How to create custom directives?**

Creating our own directives based on the apllication requirement called as custom directive..

We can use these directives in 3 ways

1. Element
2. Attribute
3. Css class

To create the custom directive we have to know the properties of the custom directives

**restrict:** Used to describe the usage of the custom directive.

**template:**Used to add the html to the custom directive.

**templateUrl:** Used to add the external templates(html files) to the custom directives.

**Controller:** Used to declare the controllers for the templates of custom directives.

**Sample code with all properties together.**.

**Element level :**

app.directive(“my\_directive”,my\_directive);

function my\_directive(){

return{

restrict: ‘E’, // we have A and C also the values of the property restrict

template : ‘<b> this is custom directive</b>

}

}

In index.html

<my\_directive> </ my\_directive >…………….. element level

Note : if the template is externl html file we use templateUrl: property..

Attribute level :

app.directive(“attrType”, attrType);

fuction attrType (){

return{

retrict: ‘A’, // attribute level usage

templateUrl: ‘ templates/sample.html’ ,

controller:’sample’

} }

In index.html

<div class=”container” attr\_type></div>……………………………Attribute level usage

Class level:

app.directive(“classType”, classType);

fuction classType (){

return{

retrict: ‘C’, // class level usage

templateUrl: ‘ templates/sample.html’ ,

controller:’sample’

}

}

In index.html

<div class = “ container class\_type”> </div>

All level usage :

app.directive(“allType”,allType);

function allType(){

return {

restrict: ’CAE’,

templateUrl: ‘ templates/sample.html’ ,

controller:’sample’

}

}

In index.html

<div all\_type class = “container”></div> ………attribute level usage

<div class = “container”>

<all\_type></all\_type>

</div>……………………………. Element level usage

<div class = “ container all\_type”> </div>………………… class level usage

**48.Difference between $http and $q.promise?**

$http:

This is predefined service that facilitates the communication with the remote HTTP servers. $ http makes a request to the server and returns a response.

Example:

app.service(“my\_service”,my\_service);

my\_service.$inject = [“$http”];

function my\_service($hhtp){

this.fun\_one = function(){

return $http.get(“<https://www.w3schools.com/angular/customers.php>”).then(function(response){

return response.data;

})

}

}

$q:

this predefine service is used to make asynchronous calls to the server and also used to reduce the duplicate code

for example when there are number calls hitting the server using $hhtp service and all the calls will done using $q

sample code given below:

var defferd1 = $q.defer();

this.fun\_one = function(){

return $http.get(“<https://www.w3schools.com/angular/customers.php>”).then(function(response){

deffered1.resolve(response.data);

return deffered.promise;

},function(response){

deffered1.reject(response.data);

return deffered1.promise;

})

}

}

Note: promise is used to close the asynchronous call whether the response is positive or negative..

In ctrl.js file

app.controller("ctrl",ctrl);

ctrl.$inject=["$scope","my\_service","$q"];

function ctrl($scope,my\_service,$q) {

$q.all([my\_service.fun\_one(),my\_service.fun\_two(),my\_service.fun\_three()]).then(function (response) {

$scope.var\_one=response[0];

$scope.var\_two=response[1];

$scope.var\_three=response[2];

});

**49.how many types of directives?Explain**

Directives are used to enhance the html capabilities and There are two types of directives

1. Predefined directives
2. Custom directives

**Predefined directives:**  The directives given by the framework are called pre defined directives..

Ex: ng-app, ng-controller, ng-model, ng-bind etc…

**Custom directives:** creating our own directives based on the application requirement are called as custom directives

These can be created in three ways ..

1.element

2. attribute

3.css class

Ex: my\_directive….. custom directive

<div my\_directive></div>------------------ Attribute level usage

<my\_directive></my\_directive>-----------Element level usage

<div class= “class my\_directive”></div>-----class level usage

**50.Explain the concepts/how will use $http.head()?**

The HEAD method is identical to GET except that the server MUST NOT return a message-body in the response. The metainformation contained in the HTTP headers in response to a HEAD request SHOULD be identical to the information sent in response to a GET request. This method can be used for obtaining metainformation about the entity implied by the request without transferring the entity-body itself. This method is often used for testing hypertext links for validity, accessibility, and recent modification.

The response to a HEAD request MAY be cacheable in the sense that the information contained in the response MAY be used to update a previously cached entity from that resource. If the new field values indicate that the cached entity differs from the current entity (as would be indicated by a change in Content-Length, Content-MD5, ETag or Last-Modified), then the cache MUST treat the cache entry as stale.

The HEAD method is functionally similar to GET, except that the server replies with a response line and headers, but no entity-body. The following example makes use of HEAD method to fetch header information about hello.htm:

HEAD /hello.htm HTTP/1.1

User-Agent: Mozilla/4.0 (compatible; MSIE5.01; Windows NT)

Host: [www.tutorialspoint.com](http://www.tutorialspoint.com/" \t "_blank)

Accept-Language: en-us

Accept-Encoding: gzip, deflate

Connection: Keep-Alive  
  
The server response against the above GET request will be as follows:   
HTTP/1.1 200 OK

Date: Mon, 27 Jul 2009 12:28:53 GMT

Server: Apache/2.2.14 (Win32)

Last-Modified: Wed, 22 Jul 2009 19:15:56 GMT

ETag: "34aa387-d-1568eb00"

Vary: Authorization,Accept

Accept-Ranges: bytes

Content-Length: 88

Content-Type: text/html

Connection: Closed

You can notice that here server the does not send any data after header.

**51. What is $q?**

* It is used to make the server calls asynchronously.
* A service that helps you run functions asynchronously.
* Asynchronous means one server call won’t effect to another server calls.

Html:

<div ng-app>

<h2>$q test</h2>

<div ng-controller="TodoCtrl">

<div ng-bind="'Promise1: ' + Promise1"></div>

<div ng-bind="'Promise2: ' + Promise2"></div>

<div ng-bind="'Promise3: ' + Promise3"></div>

<div ng-bind="'Promise4: ' + Promise4"></div>

<div ng-bind="'Promise5: ' + Promise5"></div><br />

<div ng-bind="'Status1: ' + Status1"></div>

<div ng-bind="'Status2: ' + Status2"></div>

</div>

</div>

JavaScript:

function TodoCtrl($scope, $q, $timeout) {

function createPromise(name, timeout, willSucceed) {

$scope[name] = 'Running';

var deferred = $q.defer();

$timeout(function() {

if (willSucceed) {

$scope[name] = 'Completed';

deferred.resolve(name);

} else {

$scope[name] = 'Failed';

deferred.reject(name);

}

}, timeout \* 1000);

return deferred.promise;

}

// Create 5 promises

var promises = [];

var names = [];

for (var i = 1; i <= 5; i++) {

var willSucceed = true;

if (i == 2) willSucceed = false;

promises.push(createPromise('Promise' + i, i, willSucceed));

}

// Wait for all promises

$scope.Status1 = 'Waiting';

$scope.Status2 = 'Waiting';

$q.all(promises).then(

function() {

$scope.Status1 = 'Done';

},

function() {

$scope.Status1 = 'Failed';

}

).finally(function() {

$scope.Status2 = 'Done waiting';

});

}

Output:

## $q test

Promise1: Completed

Promise2: Failed

Promise3: Completed

Promise4: Completed

Promise5: Completed

Status1: Failed

Status2: Done waiting

**53.what are the types of scopes available in custom directives**

Scope is an object that refers to the application model. It is an execution context for expressions. Scopes are arranged in hierarchical structure which mimic the DOM structure of the application. Scopes can watch expressions and propagate events.

This is to ease the understanding of the $scope in the custom directives. While creating custom directives we have to apply different types of functionalities, so for that we must know about the $scope behavior in the directives.

$scope has a very important role in AngularJS, it works as a mediator (or like a glue) between the logic & view in an Angular application. Now if we talk about the custom directives, then first question which arises is-

“In any application if we want some specific functionality and we want to reuse that in whole application module, then for this we need to develop a set of code. Angular calls it directives.”

I am not going to discuss so much about custom directives basics here. In this blog I am just focusing on use of $scope into directives.

So, when we create a custom directive it has a default scope, which is the parent scope (the controller’s scope from where the directive is called). This behavior is by default, until and unless we do not set the scope.

As we know that whenever we define a directive, there is a “directive definition object” (DDO), in which we set some parameters like- restrict, template, require, scope etc.

In this blog I will talk about the scope properties, they are  false, true, {}.

Let’s discuss them one by one.

Scope : false (Shared Scope)

In layman language false is assumed as no, so if the scope is set to false, then it means use parent scope in the directive and do not create a new scope for the directive itself. It just uses the scope of respective controller. So let us suppose if we have a controller named “homeController” and a directive “printName”, then in printName directive we will get parent scope by default and any change in scope values, either child or parent, will reflect in both.

Example:

Code Snippet

var app = angular.module(“blogDemo”, []);

app.controller(“sharedController”, function ($scope) {

    $scope.name = “rock”;

});

app.directive(“sharedDirective”, function () {

    return {

        restrict: “EA”,

        scope: false,

        template: “<div>directive scope value : {{name}}</div>” +

        “Change directive scope value : <input type=’text’ ng-model=’name’ />”

    };

});

//view (html)

<div ng-app=”blogDemo”>

      <div ng-controller=”sharedController“>

           <h2>parent scope value {{name}} </h2>

           <div shared-directive ></div>

       </div>

</div>

In this example, we can see whenever the value of parent scope changes, it will reflect in the directive scope also, because they both are sharing the same scope object.

Scope : true (Inherited Scope)

Using this property, the directive will create a new scope for itself. And inherit it from parent scope. If we do any changes to the controller scope it will reflect on directive scope, but it won’t work the other way around. This is because both of them use their own copies of scope object.

Example:

Code Snippet

//module, controller, directive

var app = angular.module(“blogDemo”,[]);

app.controller(“inheritedController”,function($scope){

    $scope.orgName = “Quovantis Parent”;

});

app.directive(“inheritedDirective”, function(){

    return {

        restrict: “EA”,

        scope: true,

        template: “<div>my organisation name is : {{orgName}}</div> type for change name : <input type=’text’ ng-model=’orgName’ />”

    };

});

//view (html)

<div ng-app=”blogDemo”>

       <div ng-controller=”inheritedController“>

            <h2>parent scope value {{orgName}} </h2>

            <div inherited-directive ></div>

        </div>

</div>

In this example when the first time directive loads, the screen will show the value of parent scope. But when we will change the value from text box. Then this will only change into child scope only. Means no change in parent scope.

Scope : {} (Isolated Scope)

One of the important features, its called isolated scope. Here too the directive will create a new scope object but it is not inherited by the parent scope, so now this scope doesn’t know anything about the parent scope.

But the question arises, if we do not have the link from parent scope then how can we get the values from it, and how can we modify it ?

The answer is- set the objects property into DDO, but for this it is necessary to set on attributes into the directive.

In isolated scope we use three prefixes which helps to bind the property or methods from the controller (parent scope) to directive (isolated scope). Lets understand how this works.

Whenever a directive finds any prefixes in its scope property in DDO, it checks it in directive declaration (in html page where the directive is called) with attribute declared on this element. We can also change the name by giving a separate attribute name after any of the prefixes.

These are @, =, &

‘@’ : One way binding

One way binding means a parent sending anything to the directive scope through the attribute, gets reflected in the directive. But if any change in the directive happens it will not reflect in parent. The @ is used to pass string values.

Example:

Code Snippet

//module

var app = angular.module(‘quovantisBlog’, []);

//controller

app.controller(‘OneWayController’, [‘$scope’, function ($scope) {

    $scope.student = {

        name: ‘Rohit’,

        class: ‘MCA’,

        Address: ‘New Delhi’

    };

}]);

// directive

app.directive(‘oneWayDirective’, function () {

    return {

        scope: {

            name: ‘@’

        },

        template: ‘Student  Name: {{ name }}’

    };

});

//view (html)  
<one-way-directive name=”{{ student.name }}”></one-way-directive>  
or  
<one-way-directive studName=”{{ student.name }}”></one-way-directive>  
then directive would be with a change in scope property.

Code Snippet

app.directive(‘oneWayDirective’, function () {

    return {

        scope: {

            name: ‘@studName’

        },

        template: ‘Student Name: {{ name }}’

    };

});

‘=’ : Two way binding

This is called two way binding, because the parent scope will also reflect to directive scope vice-versa.

It is used for passing object to the directive instead of string. This object could be changed from both sides, from parent or from directive. That is why it is called two-way.

Example:

Code Snippet

//module

var blogDemo = angular.module(‘myApp’,[]);

//directive

blogDemo.directive(‘twoWayDirective’, function() {

    return {

        restrict: ‘EA’,

        scope: { obj: “=”},

        template: ‘<div>Welcome, {{obj.fname + obj.lname}}!</div>’

};

});

//controller

blogDemo.controller(‘blogController’, function ($scope) {

$scope.obj = { fname: “shubh”, lname: “raj” };

});

//view (html)

<div ng-controller=”blogController”>

     <two-way-directive obj=”obj”></two-way-directive>

</div>

‘&’ : Method binding

Used to bind any parent’s method to directive scope. Whenever we want to call the parent methods from the directive we can use this. It is used to call external (outside of current scope) functions. Overall “&” is used to pass data as a function or method.

Example:

Code Snippet

//module

var blogDemo = angular.module(‘myApp’,[]);

//directive

blogDemo.directive(‘methodDirective’, function() {

    return {

        scope: {

            studData: ‘=’,

            swap: ‘&’

        },

        template: ‘<div>the changed names are, {{obj.fname + obj.lname}}!</div>’+

            ‘<button id=”btn1” ng-click=”swap()”>Click here to Swap student Data</button>’

    };

});

//controller

blogDemo.controller(‘blogController’, function ($scope) {

    $scope.studData = { fname: “shubh”, lname: “raj” };

    $scope.swapData = function () {

        $scope.customer = {

            fname: ‘Raj’,

            lname: ‘kumar’

        };

    };

});

//view (html)

<div ng-controller=”blogController”>

        <method-directive studData=”studData” swap=”swapData()”></method-directive>

</div>

In this example the directive creates a property inside its local scope, that is swapData. We can also understand swap as an alias for swapData. So we pass a method to ‘&’ which is then invoked by the directive whenever required.

Summarizing, Shared scope (sharing the same scope and data, can not pass the data explicitly), Inherited scope (parent scope values can be fetched into child but child means directive scope will not effect parent), Isolated scope (both controller & directive do not share the scope & data, we can explicitly pass the data using some parameters that is @, & ,= ).

**54. What is component? How do we create it and Advntages?**

* In AngularJS, a Component is a special kind of [directive](https://docs.angularjs.org/guide/directive) that uses a simpler configuration which is suitable for a component-based application structure.
* Components can be registered using the .component() method of an AngularJS module (returned by [angular.module()](https://docs.angularjs.org/guide/module)). The method takes two arguments:
* The name of the Component (as string).
* The Component config object.
* **Advantages of Components**:
* simpler configuration than plain directives
* promote sane defaults and best practices
* optimized for component-based architecture
* writing component directives will make it easier to upgrade to Angular

Creating and configuring a component

Components can be registered using the .component() method of an AngularJS module (returned by angular.module()). The method takes two arguments:

The name of the Component (as string).The Component config object. (Note that, unlike the .directive() method, this method does not take a factory function.)

**Index.js**

(function(angular) {

'use strict';

angular.module('heroApp', []).controller('MainCtrl', function MainCtrl() {

this.hero = {

name: 'Spawn'

};

});

})(window.angular);

**heroDetail.js**

(function(angular) {

'use strict';

function HeroDetailController() {

}

angular.module('heroApp').component('heroDetail', {

templateUrl: 'heroDetail.html',

controller: HeroDetailController,

bindings: {

hero: '='

}

});

})(window.angular);

**Index.html**

<!doctype html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Example - example-heroComponentSimple-production</title>

<script src=

” https://ajax.googleapis.com/ajax/libs/angularjs/1.6.1/angular.min.js"></script>

<script src="index.js"></script>

<script src="heroDetail.js"></script>

</head>

<body ng-app="heroApp">

<!-- components match only elements -->

<div ng-controller="MainCtrl as ctrl">

<b>Hero</b><br>

<hero-detail hero="ctrl.hero"></hero-detail>

</div>

</body>

</html>

**heroDetail.html**

<span>Name: {{$ctrl.hero.name}}</span>

**55.Use of compile and link function ?**

* compilation phase a directive also has a chance to modify the DOM node before a scope is attached to it;
* compilation phase we do not have access to the $scope data
* if the directive needs to access the scope, its link function allows that

 In the link phase the data i.e. ($scope) is attached to the template function and executed to get the final HTML output.

**56. what is Isolate scope?**

* An isolate scope is a scope that exists separately with no prototypal inheritance at all; a clean slate. To create an isolate scope it's as simple as setting the scope property to an empty object hash {}.

**57. 57 -55 same questions**

1. **How compilation process will happen in custom directives?**

## The AngularJS way

AngularJS processes the template in entirely different way. It works directly on HTML DOM fragments(in memory) rather than strings, and manipulates it as required. It uses two way data-binding between model and view to sync our data.

Note that ****Angular processes on DOM nodes instead of strings contents****.

There are basically two phases in which [Angular](http://www.tothenew.com/front-end-angularjs-development" \o "Angular.js Development Services) does this, compile and link.

The concept of compile and link comes from C language, where you first compile the code and then link it to actually execute it. The process is very much similar in AngularJS as well.

## The Process

1. ****Compile**** – $compile function traverse the DOM and collect all directives from DOM. For each directive it finds, it adds it to a list of directives. Once the entire DOM has been traversed, it will sort that list of directives by their priority. It takes our HTML markup or template one by one and returns a link function.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | **var** $compile = ...;     // injecte $comple into our code to get link function  **var** scope = ...;        // scope for new directive  **var** parent = ...;       // DOM element where we want to apply our directive  **var** html = '<div ng-show="data"></div>';  // Our HTML code    **var** template = angular.element(html);   // Step 1A: parse HTML into DOM element to pass in $compile to get link function    **var** linkFn = $compile(template);        // Step 1B: compile the template and return link function |

2. ****Link**** – The above link function (Returned by $compile function) combines the directives with a scope to give as two way data binding. Any data-related changes affecting the model are immediately propagated to the matching view(s), and any changes made in the view(s) are reflected in the underlying model.

|  |  |
| --- | --- |
| 1  2  3 | **var** element = linkFn(scope);   // Step 2A: link 'scope' with the compiled template (Two way binding).    parent.appendChild(element);   // Step 2B: Inject our element to parent DOM element |

This can help in scenarios where you get some Markup as a string, and want it to use it with AngularJS, you’ll need to compile the HTML to make it work.

Hope this will help you to understand the compilation process in angular.js.

1. Use of $scope.apply and $scope.copy

* $scope.apply () is a method you call to get your bindings to update.

$scope.copy: Creates a deep copy of source, which should be an object or an array.

* If no destination is supplied, a copy of the object or array is created.
* If a destination is provided, all of its elements (for arrays) or properties (for objects) are deleted and then all elements/properties from the source are copied to it.
* If source is not an object or array (inc. null and undefined), source is returned.
* If source is identical to destination an exception will be thrown.

**60. How to get custom currency symbol using filters**

Html:

<div ng-app ng-controller="myCtrl">

<div>Currency: <input ng-model="currencySymbol"/></div>

<div>Currency Amount: <input ng-model="currencyAmount"/></div>

<div>formatted: {{currencyAmount | currency:currencySymbol}}</div>

</div>

Javascript:

function myCtrl($scope) {

$scope.currencySymbol = 'USD$';

$scope.currencyAmount = '100.1232131';

}

**61.how to create dynamic buttons in angular js**

Requirements is to add html content dynamically and that content might have a click event on it.

So the code Angular code I have below displays a button, and when clicked, it dynamically adds another button. Clicking on the dynamically added buttons, should add another button, but I cannot get the ng-click to work on the dynamically added buttons

Index.html

<!DOCTYPE html>  
<html lang="en" >  
<script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.6.0/angular.min.js">

</script>  
<script src="app.js"></script>  
<link rel="stylesheet" href="my\_style.css">  
<script src="controllers/ctrl.js"></script>  
<div ng-app="app" ng-controller="Ctrl">  
 <button class="addfields" ng-click="addNewChoice()">Add choice</button>  
 <fieldset data-ng-repeat="choice in choicesA">  
 <input type="text" ng-model="choice.name" name="" placeholder="Enter name">  
 <button class="remove" ng-click="removeChoice($index)">-</button>  
 <button class="addfields" ng-click="addNewChoiceB(choice)">Add fields</button>  
 <div data-ng-repeat="choiceb in choice.choicesB">  
 <input type="text" ng-model="choiceb.name" name="" placeholder="Enter field">  
 <button class="remove" ng-click="removeChoiceB(choice,$index)">-</button>  
 </div>  
 </fieldset>  
  
  
 <div id="choicesDisplay">  
 <pre>choicesA = {{ choicesA }}</pre>  
 <pre data-ng-repeat="choiceb in choicesA">choicesB = {{ choiceb.choicesB }}</pre>  
 </div>  
</div>  
</html>

app.js

var app = angular.module("app", []);

my\_style.css

fieldset {  
 background: #FCFCFC;  
 padding: 16px;  
 border: 1px solid #D5D5D5;  
}  
  
.addfields {  
 margin: 10px 0;  
}  
  
#choicesDisplay {  
 padding: 10px;  
 background: rgb(227, 250, 227);  
 border: 1px solid rgb(171, 239, 171);  
 color: rgb(9, 56, 9);  
}  
.remove {  
 background: #C76868;  
 color: #FFF;  
 font-weight: bold;  
 font-size: 21px;  
 border: 0;  
 cursor: pointer;  
 display: inline-block;  
 padding: 4px 9px;  
 vertical-align: top;  
 line-height: 100%;  
}  
input[type="text"],  
select {

padding: 5px;  
}

Ctrl.js

app.controller('Ctrl',Ctrl);  
Ctrl.$inject("$scope")  
function Ctrl($scope) {  
  
 $scope.choicesA = [{  
 id: 'choice1',  
 choicesB:[]  
 }, {  
 id: 'choice2',  
 choicesB:[]  
 }];  
  
  
 $scope.addNewChoice = function() {  
 var newItemNo = $scope.choicesA.length + 1;  
 $scope.choicesA.push({  
 'id': 'choice' + newItemNo,  
 choicesB:[]  
 });  
 };  
  
 $scope.removeChoice = function(ind) {  
 $scope.choicesA.splice(ind,1);  
 };  
  
 $scope.addNewChoiceB = function(choice) {  
 var newItemNo = choice.choicesB.length + 1;  
 choice.choicesB.push({  
 'id': 'choice' + newItemNo  
 });  
 };  
  
 $scope.removeChoiceB = function(choice,ind) {  
 choice.choicesB.splice(ind,1);  
 };  
  
};

**62. 53 62 same questions**

**63. 63- 54 same questions.**

**64.What are core features of Angular JS**

AngularJS is a great JavaScript framework that has some very compelling features for not only developers, but designers as well! In this tutorial, we will cover what I consider to be the most essential features, and how they can help make your next web application awesome.

To get an idea of what you can do with AngularJS, check out the range of AngularJS items on Envato Market. You can find an image cropper, an eCommerce web application, a JSON editor, and much more.

The Elevator Pitch: AngularJS in a Nutshell

AngularJS is a new, powerful, client-side technology that provides a way of accomplishing really powerful things in a way that embraces and extends HTML, CSS and JavaScript, while shoring up some of its glaring deficiencies. It is what HTML would have been, had it been built for dynamic content.

In this article, we will cover a few of the most important AngularJS concepts to get the "big picture." It is my goal that, after seeing some of these features, you will be excited enough to go and build something fun with AngularJS.

Feature 1: Two Way Data-Binding

Think of your model as the single-source-of-truth for your application. Your model is where you go to to read or update anything in your application.

Data-binding is probably the coolest and most useful feature in AngularJS. It will save you from writing a considerable amount of boilerplate code. A typical web application may contain up to 80% of its code base, dedicated to traversing, manipulating, and listening to the DOM. Data-binding makes this code disappear, so you can focus on your application.

Think of your model as the single-source-of-truth for your application. Your model is where you go to to read or update anything in your application. The data-binding directives provide a projection of your model to the application view. This projection is seamless, and occurs without any effort from you.

Traditionally, when the model changes, the developer is responsible for manually manipulating the DOM elements and attributes to reflect these changes. This is a two-way street. In one direction, the model changes drive change in DOM elements. In the other, DOM element changes necessitate changes in the model. This is further complicated by user interaction, since the developer is then responsible for interpreting the interactions, merging them into a model, and updating the view. This is a very manual and cumbersome process, which becomes difficult to control, as an application grows in size and complexity.

There must be a better way! AngularJS' two-way data-binding handles the synchronization between the DOM and the model, and vice versa.

Here is a simple example, which demonstrates how to bind an input value to an <h1> element.

|  |  |
| --- | --- |
|  | <!doctype html>  <html ng-app>    <head>      <script src="<http://code.angularjs.org/angular-1.0.0rc10.min.js>"></script>    </head>    <body>      <div>        <label>Name:</label>        <input type="text" ng-model="yourName" placeholder="Enter a name here">        <hr>        <h1>Hello, {{yourName}}!</h1>      </div>    </body>  </html> |

This is extremely simple to set up, and almost magical…

## Feature 2: Templates

It's important to realize that at no point does AngularJS manipulate the template as strings. It's all the browser DOM.

In AngularJS, a template is just plain-old-HTML. The HTML vocabulary is extended, to contain instructions on how the model should be projected into the view.

The HTML templates are parsed by the browser into the DOM. The DOM then becomes the input to the AngularJS compiler. AngularJS traverses the DOM template for rendering instructions, which are called directives. Collectively, the directives are responsible for setting up the data-binding for your application view.

It is important to realize that at no point does AngularJS manipulate the template as strings. The input to AngularJS is browser DOM and not an HTML string. The data-bindings are DOM transformations, not string concatenations or innerHTML changes. Using the DOM as the input, rather than strings, is the biggest differentiation AngularJS has from its sibling frameworks. Using the DOM is what allows you to extend the directive vocabulary and build your own directives, or even abstract them into reusable components!

One of the greatest advantages to this approach is that it creates a tight workflow between designers and developers. Designers can mark up their HTML as they normally would, and then developers take the baton and hook in functionality, via bindings with very little effort.

Here is an example where I am using the ng-repeat directive to loop over the images array and populate what is essentially an img template.

function AlbumCtrl($scope) {

scope.images = [

{"thumbnail":"img/image\_01.png", "description":"Image 01 description"},

{"thumbnail":"img/image\_02.png", "description":"Image 02 description"},

{"thumbnail":"img/image\_03.png", "description":"Image 03 description"},

{"thumbnail":"img/image\_04.png", "description":"Image 04 description"},

{"thumbnail":"img/image\_05.png", "description":"Image 05 description"}

];

}

|  |  |
| --- | --- |
|  | <div ng-controller="AlbumCtrl">    <ul>      <li ng-repeat="image in images">        <img ng-src="{{image.thumbnail}}" alt="{{image.description}}">      </li>    </ul>  </div> |

It is also worth mentioning, as a side note, that AngularJS does not force you to learn a new syntax or extract your templates from your application.

## Feature 3: MVC

AngularJS incorporates the basic principles behind the original MVC software design pattern into how it builds client-side web applications.

The MVC or Model-View-Controller pattern means a lot of different things to different people. AngularJS does not implement MVC in the traditional sense, but rather something closer to MVVM (Model-View-ViewModel).

The Model

The model is simply the data in the application. The model is just plain old JavaScript objects. There is no need to inherit from framework classes, wrap it in proxy objects, or use special getter/setter methods to access it. The fact that we are dealing with vanilla JavaScript is a really nice feature, which cuts down on the application boilerplate.

The ViewModel

A viewmodel is an object that provides specific data and methods to maintain specific views.

The viewmodel is the $scope object that lives within the AngularJS application. $scope is just a simple JavaScript object with a small API designed to detect and broadcast changes to its state.

The Controller

The controller is responsible for setting initial state and augmenting $scope with methods to control behavior. It is worth noting that the controller does not store state and does not interact with remote services.

The View

The view is the HTML that exists after AngularJS has parsed and compiled the HTML to include rendered markup and bindings.

This division creates a solid foundation to architect your application. The $scope has a reference to the data, the controller defines behavior, and the view handles the layout and handing off interaction to the controller to respond accordingly.

Feature 4: Dependency Injection

AngularJS has a built-in dependency injection subsystem that helps the developer by making the application easier to develop, understand, and test.

Dependency Injection (DI) allows you to ask for your dependencies, rather than having to go look for them or make them yourself. Think of it as a way of saying "Hey I need X', and the DI is responsible for creating and providing it for you.

To gain access to core AngularJS services, it is simply a matter of adding that service as a parameter; AngularJS will detect that you need that service and provide an instance for you.

function EditCtrl($scope, $location, $routeParams) {

// Something clever here...

}

You are also able to define your own custom services and make those available for injection as well.

angular.

module('MyServiceModule', []).

factory('notify', ['$window', function (win) {

return function (msg) {

win.alert(msg);

};

}]);

function myController(scope, notifyService) {

scope.callNotify = function (msg) {

notifyService(msg);

};

}

myController.$inject = ['$scope', 'notify'];

Feature 5: Directives

Directives are my personal favorite feature of AngularJS. Have you ever wished that your browser would do new tricks for you? Well, now it can! This is one of my favorite parts of AngularJS. It is also probably the most challenging aspect of AngularJS.

Directives can be used to create custom HTML tags that serve as new, custom widgets. They can also be used to "decorate" elements with behavior and manipulate DOM attributes in interesting ways.

Here is a simple example of a directive that listens for an event and updates its $scope, accordingly.

myModule.directive('myComponent', function(mySharedService) {

return {

restrict: 'E',

controller: function($scope, $attrs, mySharedService) {

$scope.$on('handleBroadcast', function() {

$scope.message = 'Directive: ' + mySharedService.message;

});

},

replace: true,

template: '<input>'

};

});

Then, you can use this custom directive, like so.

|  |  |
| --- | --- |
| 1 | <my-component ng-model="message"></my-component> |

Creating your application as a composition of discrete components makes it incredibly easy to add, update or delete functionality as needed.

Bonus Feature: Testing

The AngularJS team feels very strongly that any code written in JavaScript needs to come with a strong set of tests. They have designed AngularJS with testability in mind, so that it makes testing your AngularJS applications as easy as possible. So there's no excuse for not doing it.

Given the fact that JavaScript is dynamic and interpreted, rather than compiled, it is extremely important for developers to adopt a disciplined mindset for writing tests.

AngularJS is written entirely from the ground up to be testable. It even comes with an end-to-end and unit test runner setup. If you would like to see this in action, go check out the angular-seed project at <https://github.com/angular/angular-seed>.

Once you have the seed project, it's a cinch to run the tests against it. Here is what the output looks like:
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The API documentation is full of end-to-end tests that do an incredible job of illustrating how a certain part of the framework should work. After a while, I found myself going straight to the tests to see how something worked, and then maybe reading the rest of the documentation to figure something out.

**65.What is the exact use of $inject?**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | That is one approach to support Dependency Injection after your code is minified (if you choose to minify).  When you declare a controller, the function takes parameters:  function ($scope,notify)  When you minify the code, your function will look like this:  function (a,b)  Since AngularJS uses the function parameter names to infer DI, your code will break because AngularJS doesn't know about a or b.  To solve this problem, they provided additional ways to declare controllers (or other services/factories/etc) for that matter:  1) For controllers, use the $inject method - here you pass an array of literals that map to the parameters of your controller function. So, if you provide  [“$scope”,”notify”]  then the value of the first parameter to your function will be the a scope object associated with this controller and the second parameter will be the notify service.  2) When declaring new controllers, services, etc, you can use the array literal syntax. Here, you do something like this:  angular.module(“myModule”).controller(“MyController”,[“$scope”,”notify”,function($scope,notify{  ……...  }]);  The array as a parameter to the controller function maps the DI objects to your function parameters   1. **how databinding works internally in angularjs?**   AngularJS handle data-binding mechanism with the help of three powerful functions: $watch(), $digest() and $apply(). Most of the time AngularJS will call the $scope.$watch() and $scope.$digest() functions for you, but in some cases you may have to call these functions yourself to update new values.  ****$watch()**** - This function is used to observe changes in a variable on the $scope. It accepts three parameters: expression, listener and equality object, where listener and equality object are optional parameters.  ****$digest()**** - This function iterates through all the watches in the $scope object, and its child $scope objects (if it has any). When $digest() iterates over the watches, it checks if the value of the expression has changed. If the value has changed, AngularJS calls the listener with the new value and the old value. The $digest() function is called whenever AngularJS thinks it is necessary. For example, after a button click, or after an AJAX call. You may have some cases where AngularJS does not call the $digest() function for you. In that case you have to call it yourself.  ****$apply()**** - Angular do auto-magically updates only those model changes which are inside AngularJS context. When you do change in any model outside of the Angular context (like browser DOM events, setTimeout, XHR or third party libraries), then you need to inform Angular of the changes by calling $apply() manually. When the $apply() function call finishes AngularJS calls $digest() internally, so all data bindings are updated.   1. **What’s diff between factory ,service and providers??**  |  |  |  | | --- | --- | --- | | ****value**** | You are providing a simple literal value. | mod.value("myValue", 10); | | ****constant**** | You need to be able access that value during the configuration phase. (using .config()) | mod.constant("myValue", 10);  mod.config(function(myValue) {  console.log(myValue);}); | | ****factory**** | The value you are providing needs to be calculated based on other data. | mod.factory("myFactory", function() {  return 10;}); | | ****service**** | You are returning an object with methods. | mod.service("myService", function() {  var name = "Bob";  this.setName = function(newName) {  this.name = newName;  };  this.getName = function() {  return this.name;  }}); | | ****provider**** | You want to be able to configure, during the config phase, the object that is going to be created before it’s created. | mod.provider("greeter", function() {  var name;  this.setName = function(newName) {  name = newName;  };  this.$get = function() {  return new function() {  this.sayHi = function() {  console.log("Hi " + name;  };  };  };});  mod.config(function(greeterProvider) {  greeterProvider.setName(“John");  }); |   To drive the point home one last time here is a image of a provider with the factory, value, and service portions highlighted:  IMG_257   1. .dff bwn emit and broadcast   AngularJS provides $on, $emit, and $broadcast services for event-based communication between controllers. $emit It dispatches an event name upwards through the scope hierarchy and notify to the registered $rootScope.Scope listeners. The event life cycle starts at the scope on which $emit was called. The event traverses upwards toward the root scope and calls all registered listeners along the way. The event will stop propagating if one of the listeners cancels it.  IMG_256   1. <!DOCTYPE html> 2. <html> 3. <head> 4. <title>Broadcasting</title> 5. <script src="lib/angular.js"></script> 6. <script> 7. var app = angular.module('app', []); 8. 聽 9. app.controller("firstCtrl", function ($scope) { 10. $scope.$on('eventName', function (event, args) { 11. $scope.message = args.message; 12. console.log($scope.message); 13. }); 14. }); 15. 聽 16. app.controller("secondCtrl", function ($scope) { 17. $scope.handleClick = function (msg) { 18. $scope.$emit('eventName', { message: msg }); 19. }; 20. }); 21. 聽 22. </script> 23. </head> 24. <body ng-app="app"> 25. <div ng-controller="firstCtrl" style="border:2px solid *#E75D5C; padding:5px;*"> 26. <h1>Parent Controller</h1> 27. <p>Emit Message : </p> 28. <br /> 29. <div ng-controller="secondCtrl" style="border:2px solid *#428bca;padding:5px;*"> 30. <h1>Child Controller</h1> 31. <input ng-model="msg"> 32. <button ng-click="handleClick(msg);">Emit</button> 33. </div> 34. </div> 35. </body> 36. </html>  How it works.. IMG_257 $broadcast It dispatches an event name downwards to all child scopes (and their children) and notify to the registered $rootScope.Scope listeners. The event life cycle starts at the scope on which $broadcast was called. All listeners for the event on this scope get notified. Afterwards, the event traverses downwards toward the child scopes and calls all registered listeners along the way. The event cannot be canceled.   1. <!DOCTYPE html> 2. <html> 3. <head> 4. <title>Broadcasting</title> 5. <script src="lib/angular.js"></script> 6. <script> 7. var app = angular.module('app', []); 8. 聽 9. app.controller("firstCtrl", function ($scope) { 10. $scope.handleClick = function (msg) { 11. $scope.$broadcast('eventName', { message: msg }); 12. }; 14. }); 15. 聽 16. app.controller("secondCtrl", function ($scope) { 17. $scope.$on('eventName', function (event, args) { 18. $scope.message = args.message; 19. console.log($scope.message); 20. }); 21. }); 22. 聽 23. </script> 24. </head> 25. <body ng-app="app"> 26. <div ng-controller="firstCtrl" style="border:2px solid *#E75D5C; padding:5px;*"> 27. <h1>Parent Controller</h1> 28. <input ng-model="msg"> 29. <button ng-click="handleClick(msg);">Broadcast</button> 30. <br /><br /> 31. <div ng-controller="secondCtrl" style="border:2px solid *#428bca;padding:5px;*"> 32. <h1>Child Controller</h1> 33. <p>Broadcast Message : </p> 34. </div> 35. </div> 36. </body> 37. </html>  How it works.. IMG_258 $on It listen on events of a given type. It can catch the event dispatched by $broadcast and $emit. Note If there is no parent-child relation between your scopes you can inject $rootScope into the controller and broadcast the event to all child scopes but you cannot emit your event.  You can emit your event only when you have parent-child relation and event propagation is initiated by child. However, $emit can fire an event only for all $rootScope.$on listeners.  **69- 58- 69 sme question regarding custom directive**   1. **naming standards to define custom directives?**   Directives have camel cased names such as ngBind. The directive can be invoked by translating the camel case name into snake case with these special characters :, -, or \_. Optionally the directive can be prefixed with x-, or data- to make it HTML validator compliant. **AngularJS: How to name directives** Quick tips to avoid issues with custom directive names  AngularJS directives allow us to use our own vocabulary to create semantic HTML components. To take advantage of that we should be aware of how it works to avoid some annoying and hard to find issues. **Differences between defining and using** Before start digging into the best practices, let's understand the fundamentals. Let's see how to define and then, how to use an directive. **Defining (the JS)** To define a new custom directives all we need to do is use the **directive**method which expects two parameters: a name and a constructor function.  angular.module('myDirectives', []).  directive('myAwesomeDirective', function() {  return {  restrict: 'E',  template: '<h1>This is awesome!</h1>'  };  });  ****In this case, the name must be written using camelCase and each capital letter will represent a dash when we use this directive.**** **Using (the HTML)** <my-awesome-directive></my-awesome-directive>  ****In this case, the name must be written using dashes and each dash represents a capital letter from the directive definition.****  The [$compile](https://docs.angularjs.org/api/ng/service/$compile" \t "https://medium.com/@cironunesdev/_blank) converts from camelCase to dash-separated behind the scenes. So, make sure you use the names correctly otherwise it won't work. **Use an unique preffix** I see a lot of times people starting with Angular, which by instinct name their directives with one word like: ****<dialog>****or****<tabs>****. The reason why this is not a good ideia is because we can have new HTML elements in the future (HTML6?) named exactly with the same name of our custom directive. BTW this is the case of the ****<dialog>****element.  ****To avoid naming collision with future HTML elements, use a preffix as a kind of namespace****  A recommended and wide spread convention from the Angular community is to have****two letters preffix names**** that identifies your application or library.  Examples:   * ng- (from the core) * ui- (from angular-ui) * my- (common in examples) * wm- (Wealth Management project)   ****Make sure to also avoid the "ng-" which is used for AngularJS core directives.**** **Conclusion** TLDR;  Use camelCase in the JS and dash-separated in the HTML as expected by the AngularJS compiler. Choose an unique two letters preffix for your directives and avoid the "ng-" preffix.  **71. how we can communicate angular with nodejs or any server side tech??**  I’m assuming you have already set your enviroment, so we are going to start by creating our NodeJS project, to do that I’m going to use [express](http://expressjs.com/" \t "http://4dev.tech/2016/01/tutorial-integrating-angularjs-with-nodejs/_blank), if you don’t have it yet just install via npm with the following command line:   |  | | --- | | npm install express-generator -g |   With express installed simply navigate via terminal to the folder you want your project to be located and execute the command ****express**** passing your project name as a parameter, like this:   |  | | --- | | express myNodeProject |   When you do it you’ll see that express has already created the basic project structure for you:  [IMG_256](http://4dev.tech/wp-content/uploads/2016/01/angularnodefolder.png)Folder Structure  By default, express uses Jade as the view engine, as you can see in the ****views**** folder we already have some jade files, which we are not going use, you can get rid of them later if you want. We’ll need to make some changes here to be able to use angularjs. Let’s begin by opening the file ****routes/index.js****, it contains the following code:   |  | | --- | | **var** express = require('express');**var** router = express.Router();  */\* GET home page. \*/*  router.**get**('/', **function**(req, res, next) {  res.render('index', { title: 'Express' });});    module.exports = router; |   That’s the code responsible for rendering and redirecting to the ****index.jade**** file, what we need to do here is to change it a little bit and make it redirect to our angularjs ****index.html**** file (which we are going to create in a moment). After the changes the code should look like this:   |  | | --- | | **var** express = require('express');**var** router = express.Router();**var** path = require('path');  */\* GET home page. \*/*  router.**get**('/', **function**(req, res, next) {  res.sendFile(path.join(\_\_dirname, '../', 'views', 'index.html'));});    module.exports = router; |   Now we need to create our ****index.html**** file, I’m going to put it in the ****views**** folder with the jade files. This is how my HTML code looks like:   |  | | --- | | <!DOCTYPE html>**<html** ng-app="angularjsNodejsTutorial"**>**  **<head>**  **<title>**Integrating AngularJS with NodeJS**</title>**  **<script** src="http://cdnjs.cloudflare.com/ajax/libs/angular.js/1.4.2/angular.js"**></script>**  **<script** src="javascripts/app.js" type="text/javascript"**></script>** *<!-- not created yet -->*  **</head>**  **<body** **>**  **<div** ng-controller="myController"**>**  **</div>**  **</body></html>** |   In this file you can use not only AngularJS, but any javascript library you want, if you run your project you’ll see that nodejs is already redirecting to this file, you can now create you angularjs module and start writing some angularjs code as usual.  At this point you are already using angular and node in your application, but they are kind of independent from each other, there are no communication between them. To finish up this tutorial I’m going to show how AngularJS can make a request to NodeJS. But before we do that, we need to come back to the ****index.js**** file (the one we just modified) and create a function to return some data, which will be called when we make the request from our angularjs controller, just copy the following code and paste it right above the ****module.exports**** on your ****index.js****.   |  | | --- | | router.**get**('/data', **function**(req,res){  res.json([{"id": 1, "name": "Mymm", "city": "Pantano do Sul"},  {"id": 2, "name": "Skyble", "city": "Guilmaro"},  {"id": 3, "name": "Tagfeed", "city": "Gnosjö"},  {"id": 4, "name": "Realcube", "city": "Jrashen"},  {"id": 5, "name": "Bluejam", "city": "Zhangjiawo"},  {"id": 6, "name": "Jayo", "city": "Obonoma"},  {"id": 7, "name": "Cogidoo", "city": "Sungsang"},  {"id": 8, "name": "Avavee", "city": "Diawara"},  {"id": 9, "name": "Tagtune", "city": "Monywa"},  {"id": 10, "name": "Centimia", "city": "Retkovci"}]);}); |   What is happening here is that the ****router.get**** function is assigning a function to the url ****‘/data’****, so when the user types ****‘/data’**** in the browser, node will call this function, which is doing nothing more than returning a json, it could be getting and handling data from the database, but as I want to keep it simple, a static json will do the job.  Now let’s create our ****app.js**** file, as you can see in the HTML code, it’s already referenced there. I’m going to put it on the ****public/javascript**** folder.   |  | | --- | | **var** app = angular.module('angularjsNodejsTutorial',[]);  app.controller('myController', **function**($scope, $http) {  $scope.data = [];  **var** request = $http.**get**('/data');  request.success(**function**(data) {  $scope.data = data;  });  request.error(**function**(data){  console.log('Error: ' + data);  });}); |   This is also a very straightforward code, I’m using the function ****$http.get**** with the argumentet ****‘/data’**** to make the request, then I’m assigning the result to ****$scope.data****.  Now we just need to modify a little bit our HTML to make it iterate over our data and show it on the screen, just add this to the div with the ****ng-controller****:   |  | | --- | | **<ul** ng-repeat="item in data"**>**  **<li>**Name: {{item.name}}, City: {{item.city}}**</li></ul>** |   That’s it!! Now just run your project by executing ****npm start**** on the terminal and you’ll be able to access the application on your browser by typing ****localhost:3000****, if you did everything right you should see a page with the data from our json.   1. **what’s the dff named routing and nested routing** 2. **write validations using ngmessages?**  **[#Validation Messages without ngMessages](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "validation-messages-without-ngmessages)** Let’s take a quick look at how forms look without using this module.  <form name="userForm">  <input  type="text"  name="username"  ng-model="user.username"  ng-minlength="3"  ng-maxlength="8"  required>  <!-- show an error if username is too short -->  <p ng-show="userForm.username.$error.minlength">Username is too short.</p>  <!-- show an error if username is too long -->  <p ng-show="userForm.username.$error.maxlength">Username is too long.</p>  <!-- show an error if this isn't filled in -->  <p ng-show="userForm.username.$error.required">Your username is required.</p>  </form>  We are explicitly showing each error message only if that error exists. This can get tedious when we have multiple errors that we want to show.  This is where ngMessages comes in. This module brings some sanity to validation messages. **[#A Quick Look at ngMessages](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "a-quick-look-at-ngmessages)** Let’s take the above example and see how that would look in ngMessages.  <form name="userForm">  <input  type="text"  name="username"  ng-model="user.username"  ng-minlength="3"  ng-maxlength="8"  required>    <div ng-messages="userForm.name.$error">  <p ng-message="minlength">Your name is too short.</p>  <p ng-message="maxlength">Your name is too long.</p>  <p ng-message="required">Your name is required.</p>  </div>  </form>  Much simpler! ngMessages will handle showing and hiding specific messages based on the errors. ngMessages is basically looping through the userForm.name.$errors object and displaying messages based on that. **[#Using ngMessages](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "using-ngmessages)** The setup for ngMessages is very simple. We just need to load the module after Angular and then inject it into our application. **LOAD DEPENDENCIES AND INJECT** <!-- load angular --><script src="//code.angularjs.org/1.4.0/angular.js"></script>  <!-- load ngmessages --><script src="//ajax.googleapis.com/ajax/libs/angularjs/1.4.0/angular-messages.js"></script>  <!-- load our custom app --><script src="app.js"></script>  Now we can inject into our application in the app.js file.  angular.module('app', ['ngMessages']); **SHOW MESSAGES** Just use the ng-messages directive and pass in the field you want and its $error object.  This is the format:  <div ng-messages="<formName>.<inputName>.$error">  <p ng-message="<validationName>">Your message here.</p></div> **[#A Sample App](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "a-sample-app)** Let’s create a simple sample application to demonstrate ngMessages in practice. We’re working from a [Plunkr](http://plnkr.co/edit/ZAaObu?p=preview). You can create a new one for yourself or just follow along in the code provided. **THE HTML** We’re going to be using some very simple HTML here. We just need a form after all.  Here’s our index.html file:  <!DOCTYPE html><html><head>  <meta charset="utf-8">  <title>ngMessages Demo</title>    <!-- CSS -->  <!-- load bootstrap and add some custom css -->  <link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootswatch/3.3.4/cerulean/bootstrap.min.css">  <style>body { padding-top:50px; }</style>    <!-- JS -->  <script src="//code.angularjs.org/1.4.0/angular.js"></script>  <script src="//ajax.googleapis.com/ajax/libs/angularjs/1.4.0/angular-messages.js"></script>  <script src="app.js"></script></head><body class="container" ng-app="app" ng-controller="MainCtrl as main">    <!-- create our form -->  <form name="userForm" novalidate>    <!-- name field -->  <div class="form-group">  <label>Name</label>  <input type="text" name="name" class="form-control"  ng-model="main.name"  ng-minlength="5"  ng-maxlength="10"  required>    <!-- ngMessages goes here -->  </div>    <!-- email field -->  <div class="form-group">  <label>Email</label>  <input type="email" name="email" class="form-control"  ng-model="main.email"  ng-minlength="5"  ng-maxlength="20"  required>    <!-- ngMessages goes here -->  </div>    <div class="form-group">  <button type="submit" class="btn btn-danger">Submit</button>  </div>    </form>  </body></html>  This will be the starting template for our app. We are using novalidate on our form so that we disable the HTML5 validations. We have our own validations and they look much better. **OUR ANGULAR APP** We’ve started our HTML. Now we just need to create the Angular application that we already referenced in app.js, ng-app and ng-controller.  Create an app.js file and use the following:  angular  .module('app', ['ngMessages'])  .controller('MainCtrl', MainCtrl);  function MainCtrl() {}  We don’t need to have anything in our controller right now, but this is where you would process your form. **NGMESSAGES FOR**NAME The name field only has three validations (minlength, maxlength, required).  Here are the ng-messages for this input:  <div class="help-block" ng-messages="userForm.name.$error" ng-if="userForm.name.$touched">  <p ng-message="minlength">Your name is too short.</p>  <p ng-message="maxlength">Your name is too long.</p>  <p ng-message="required">Your name is required.</p></div> **NGMESSAGES FOR**EMAIL For our email input, let’s take a different approach. If our form has multiple fields, then it can be tedious to create multiple ng-messages blocks. ngMessages gives us the ability to pull messages from an external file.  This means we can reuse the same messages for multiple fields! **[#Reusable ngMessages with File](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "reusable-ngmessages-with-file)** Let’s create a new file called messages.html. We can place all of our messages in this file and just call it with ng-messages-include.  Here’s the messages.html file:  <p ng-message="required">This field is required</p><p ng-message="minlength">This field is too short</p><p ng-message="maxlength">This field is too long</p><p ng-message="required">This field is required</p><p ng-message="email">This needs to be a valid email</p>  Now we can use it for our email input:  <div class="help-block" ng-messages="userForm.email.$error">  <div ng-messages-include="messages.html"></div></div>  This makes ngMessages very powerful and reusable. **[#Only Showing Messages After Blur](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "only-showing-messages-after-blur)** Let’s say we wanted to only show error messages after a user has clicked out of the input that they are typing into. It isn’t very intuitive to show errors even before a user has used an input.  Angular provides a simple way to do this. We just have to use [ngShow](https://scotch.io/tutorials/how-to-use-ngshow-and-nghide) and the $touched validation feature Angular provides.  For example, we can only show errors for the name input using the following:  <div class="help-block" ng-messages="userForm.name.$error" ng-show="userForm.name.$touched">  ...</div>  Now these messages will only show after an input blur. **[#Adding Bootstrap Error Classes](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "adding-bootstrap-error-classes)** We also want to use the Bootstrap provided classes (.has-error) to highlight the field as red if there is an error. We can use [ngClass](https://scotch.io/tutorials/the-many-ways-to-use-ngclass) to add the error class if the field is $invalid.  <div class="form-group" ng-class="{ 'has-error': userForm.name.$touched && userForm.name.$invalid }">  We are adding the .has-error class if this field has been $touched and $invalid. **[#Conclusion](https://scotch.io/tutorials/angularjs-form-validation-with-ngmessages" \l "conclusion)** With this simple module, Angular form validation has gotten that much easier. Try it out in your own applications and let us know how you like it. Do you prefer ngMessages, a third-party software like [angular-formly](https://scotch.io/tutorials/easy-angularjs-forms-with-angular-formly) or doing validation from scratch?   1. **what u mean by dependency injector and how to inject ??**  * It is a process where we inject the dependent objects rather then consumer creating the objects. DI is every where in Angular, Angular won’t work with out DI. * (or) * It is a software design pattern that deals with how components get hold of their dependencies. The **AngularJS** injector subsystem is in charge of creating components, resolving their dependencies, and providing them to other components as requested.   [Dependency Injection](https://en.wikipedia.org/wiki/Dependency_injection) has a nice and complex explanation on Wikipedia and elsewhere. In AngularJS however it is somewhat different and I think I need a simple explanation.  Normally you define a function that expects certain parameters and the responsibility of the user of that function to pass in the correct parameters in the correct order.  The user will know what parameters and in what order to pass by reading the documentation of your code, or if there is not enough documentation by reading the source code.  E.g. if you define a function  function store\_user (name, password, email) {  }  Then the user will have to call the function passing values that will be assigned to the respective variables:  store\_user('Foo Bar', 'secret', 'foo@bar.com'); Tell Angular what are your parameters When you create a controller, a service, or some other part of the AngularJS ecosystem, you need to declare an anonymous function that actually implements that AngularJS element.  You can write something like this:  angular.module('DemoApp', [])  .controller('DemoController', ['$scope', '$log', function($scope, $log) {  $scope.message = "Hello World";  $log.debug('logging hello');  }]);  Here the controller method receives two parameters. The first is the name of the controller ('DemoController'), the second is an array. In the array the last element is the anonymous function while all the elements before are the names of the objects Angular needs to pass to the function in the order it needs to pass them. Inside the function declaration we have the same names in the same order. Note however that outside the function declaration those are strings holding the names while inside they are the real variable name.  **examples/angular/dependency\_injection\_full.html**   1. <!DOCTYPE html> 2. <html lang="en"> 3. <head> 4. <meta charset="utf-8"> 5. <meta name="viewport" 6. content="width=device-width, initial-scale=1, user-scalable=yes"> 7. <script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.5.5/angular.min.js"></script> 9. <script> 10. angular.module('DemoApp', []) 11. .controller('DemoController', ['$scope', '$log', function($scope, $log) { 12. $scope.message = "Hello World"; 13. $log.debug('logging hello'); 14. }]); 16. </script> 18. </head> 19. <body ng-app="DemoApp" ng-controller="DemoController"> 21. <h1>Main Title</h1> 23. </body> 24. </html>   [Try!](https://code-maven.com/try/examples/angular/dependency_injection_full.html" \t "https://code-maven.com/_new)  [$scope](https://docs.angularjs.org/guide/scope) and [$log](https://docs.angularjs.org/api/ng/service/$log) are two objects provided by AngularJS.  This is called **Dependency Injection**. That based on the values in the array Angular will know what object to "inject" into the function.  **75. How can we make Ajax calls using angular js????**  **- AngularJs provides $http service for making ajax requests to remote servers.**  **- AngularJS provides $https: control which works as a service to read data from the server.**  **- The server makes a database call to get the desired records.**    **- AngularJS needs data in JSON format.**  **- Once the data is ready, $https: can be used to get the data from server in the following manner -**    **function studentController($scope,$https:) {**  **var url = "data.txt";**  **$https:.get(url).success( function(response) {**  **$scope.students = response;**  **});**  **}**  **- Here, the file data.txt contains student records.**  **$https: service makes an ajax call and sets response to its property students.**    **students model can be used to draw tables in HTML.**  **----------------------------------------------------------------------------------------------------------------------------------------------------------------------**  **76. features and advantages and life cycle of angular js??**    Features Of AngularJS:  1) MVC Architecture:    - The first important feature, which comes to my mind, is the MVC or Model-View-Controller architecture.  \_ The MVC architecture comprises of three important elements, the model, view and controller  \_ Model View Controller is a software design pattern for developing web application.  2) MODULE:  \_ AngularJS modules divides your application into modules.  so that you can manage things easily, reusable and functional components which can be integrated with other web applications.  Each module has a unique name and it can be dependent on other modules.  EX.<script type="text/javascript">  angular.module('testApp',[]);  angular.module('testApp',['dependentModule1','dependentModule2']);  </script>  3)Two Way Data Binding:  - AngularJS provides two-way data-binding to handle the Automatic data synchronization between model and view.  - The data-binding directives helps you to bind your model data to your app view.  EX.  <div ng-controller='testController'>  <input ng-model='name'/><!-- two way -->  <p>Hello {{name}}</p> <!-- one way -->  </div>  <script>function testController($scope){  $scope.name = 'online tutorials from ustutorials.com'    }  </script>  4)DIRECTIVES:  - AngularJS directives are used to extend the HTML vocabulary.  i.e they decorate html elements with new behaviors and help to manipulate html elements attributes in interesting way.  \_ There are some built-in directives provided by angularjs like as ng-app, ng-controller, ng-repeat, ng-model etc.  You can also create your own custom directive.  5)TEMPLATES:  \_ AngularJS, templates are written with HTML that contains AngularJS-specific elements and attributes.  \_ AngularJS used these templates to show information from the model and controller.  \_ These can be a single file (like index.html) or multiple views in one page using "partials".  6)SERVICES:  \_ Services are reusable singleton objects that are used to organize and share code across your app.  \_ They can be injected into controllers, filters, directives.  \_ AngularJS provides many predifined services for example, $https:, $route, $window, $location etc.  \_ Inbuilt services are always prefixed with $ symbol.  \_ factory(),provider(),value(),constant(),service() these are custome services.  7)ROUTING:    there are two types of routings ngRoute and ui.router.  ngRoute:-    - AngularJS Routing helps you to divide your app into multiple views and bind different views to Controllers.  \_ in ngRoute module With the $routeProvider you can also define a controller for each "view".  \_$routeProvider service provides method .when() and .otherwise() to define the routes for your app.  ui.router:-  \_ Angular UI-Router is a client-side Single Page Application routing framework for AngularJS.  \_  Advantages Of AngularJS:  \_ Built by Google: AngularJS has been developed as well as maintained by dedicated Google engineers.  \_ AngularJS provides capability to create Single Page Application in a very clean and maintainable way.  \_ AngularJS provides data binding capability to HTML thus giving user a rich and responsive experience.  \_ AngularJS code is unit testable.  \_ AngularJS provides reusable components.  \_ With AngularJS, developer write less code and get more functionality.  \_ AngularJS applications can run on all major browsers and smart phones including Android and iOS based phones/tablets.  \_ In AngularJS, views are pure html pages, and controllers written in JavaScript do the business processing.  Life Cycle Of AngularJS:  The three phases of the life cycle of an AngularJS application happen each time a web page is loaded in the browser.  The following sections describe these phases of an AngularJS application.  1) The Bootstrap Phase:- The first phase of the AngularJS life cycle is the bootstrap phase,  which occurs when the AngularJS JavaScript library is downloaded to the browser.  AngularJS initializes its own necessary components and then initializes your module,  which the ng-app directive points to. The module is loaded,  and any dependencies are injected into your module and made available to code within the module.  2) The Compilation Phase:-The second phase of the AngularJS life cycle is the HTML compilation stage.  Initially when a web page is loaded, a static form of the DOM is loaded in the browser.  During the compilation phase, the static DOM is replaced with a dynamic DOM that represents the AngularJS view.  This phase involves two parts: traversing the static DOM and collecting all the directives  and then linking the directives to the appropriate JavaScript functionality in the AngularJS  built-in library or custom directive code. The directives are combined with a scope to produce the dynamic or live view.  3) The Runtime Data Binding Phase:- The final phase of the AngularJS application is the runtime phase,  which exists until the user reloads or navigates away from a web page. At that point,  any changes in the scope are reflected in the view, and any changes in the view are directly updated in the scope,  making the scope the single source of data for the view.  AngularJS behaves differently from traditional methods of binding data.    Traditional methods combine a template with data received from the engine and then manipulate the  DOM each time the data changes. AngularJS compiles the DOM only once and then links the compiled template as necessary,  making it much more efficient than traditional methods.  ---------------------------------------------------------------------------------------------------------------------------------------------------------------------    **77. how do we hide html element by button click in AngularJS? With ng-hide directive we can hide eliment by button click.**    EX.  <!DOCTYPE html>  <html ng-app="plunker">  <head>  <meta charset="utf-8" />      <title>AngularJS Plunker</title>    <link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.5/css/bootstrap.min.css" rel="stylesheet">    <link rel="stylesheet" href="style.css" />    <script data-require="angular.js@1.3.x" src="https://code.angularjs.org/1.3.17/angular.js" data-semver="1.3.17"></script>    <script src="script.js"></script>    </head>    <body ng-controller="MainCtrl">    <p>Hello {{name}}!</p>    <button class="btn btn-primary" ng-click="showDiv=true; hideMe()">Show Div</button>    <div ng-hide="showDiv">I was hidden now you see me, but how do I hide the button?</div>      </body>  </html>      **78. difference between one way data binding and two data dat binding.**  AngularJS One-Way Data Binding:-  - In One-Way data binding, view (UI part) not updates automatically when data model  changed and we need to write custom code to make it updated every time.  - Its not a synchronization processes and it will process data in one way.    Ex.  <!DOCTYPE html>  <html>  <head>  <title> AngularJs Two Binding Example </title>  <script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.6.0/angular.min.js"></script>  <script type="text/javascript">  var app = angular.module('angulartwobindapp', []);  app.controller('angulartwobindingCtrl', function ($scope) {  $scope.name = 'Welcome to Tutlane.com';  });  </script>  </head>  <body ng-app="angulartwobindapp">  <div ng-controller="angulartwobindingCtrl">  <p> Message: {{ name }} </p>  </div>  </body>  </html>  AngularJS Two-Way Data Binding:-  - In Two-way data binding, view (UI part) updates automatically when data model changed.  Its synchronization processes and two way data binding.  - We can achieve this two-way data binding using ng-model directive.  -If we use ng-model directive in html control it will update value automatically whenever data got changed in input control.  Ex.  <!DOCTYPE html>  <html>  <head>  <title> AngularJs Two Binding Example </title>  <script src="http://ajax.googleapis.com/ajax/libs/angularjs/1.6.0/angular.min.js"></script>  <script type="text/javascript">  var app = angular.module('angulartwobindapp', []);  app.controller('angulartwobindingCtrl', function ($scope) {  $scope.name = 'Welcome to Tutlane.com';  });  </script>  </head>  <body ng-app="angulartwobindapp">  <div ng-controller="angulartwobindingCtrl">  Enter Name : <input type="text" ng-model="name" style="width:250px" />  <p> Entered Name: {{ name }} </p>  </div>  </body>  </html>   1. **Give the differences between AngularJS and Backbone and Knockout?**   **Comparison with Backbone.js and Knockout.js**   |  |  |  |  | | --- | --- | --- | --- | | **Comparison** | **AngularJs** | **Backbone.js** | **Knockout.js** | | File Size | ~142 KB total (compressed and minified) | ~ 7.3 KB total (gzip / minified) | ~21 KB total (gzip / minified) | | Version & Licence | V1.4.2 & MIT (Open-source) | V1.2.1 & MIT (Open-source) | V3.3.0 & MIT (Open-source) | | Dependencies | No Dependencies | Dependends on underscore.js and jQuery | No Dependencies | | Data Binding | It supports full data binding and provides options for creating custom data bindings | Does not support data binding by default but does using plugins for data bindings | It fully supports data binding and can bind many attributes. It provides options for creating custom data bindings | | Routing | It supports routing feature and it's very simple | It supports routing features and it's very simple | Does not support routing by defualt but it is available with some thrid-party libraries | | Views | Uses HTML as the templating language | Does not have templates by default but we can add them easily by a thrid-party template like underscore.js and handlebars | It uses HTML as the templating language | | Testing | Can support Test Driven Development (TDD) | Does not support testing by defualt but we can use some thrid-party tester like Jasmine and Sinon.JS | Does not support testing by defualt but we can use some thrid-party tester like Jasmine and Sinon.JS | | Data | Does not support jQuery but we can use Angular's $http | Can support jQuery's $.ajax and is very easy to understand | It can support jQuery's $.ajax and knockout mapping | | Design Pattern | Can support the MVC and MVVM design patterns | It can support MVP design pattern | It can support the MVVM design pattern | | Browser | Can support IE 9, IE 10 and IE 11 | It dependends on jQuery supporting browsers like IE 6+, Chrome, Firefox, Safari 5.1+ and Opera | It can support all major browsers like IE 6+, Firefox 3.5+, Chrome, Opera and Safari | | Third-party Integration | Does not support third-party integration | Does not support third-party integration | It supports third-party integration | | Documentation | It is available documentation and community | To my knowledge there is no documentation | It has available documentation and community |   **Conclusion**  This article helps you to understand the AngularJs comparison with Backbone.js, Knokout.js and its features.  **80.Explain $watch(), $watchgroup() and $watchCollection() functions of scope?**  Angular uses $watch APIs to observe model changes on the scope.  Angular registered watchers for each variable on scope to observe the change in its value. If the value, of variable on scope is changed then the view gets updated automatically. $watch APIs has following methods to observe model changes on the scope. $watch This function is used to observe changes in a variable on the $scope. It accepts three parameters: expression, listener and equality object, where listener and equality object are optional parameters.   1. **$watch(watchExpression, listener, [objectEquality])**   Here, watchExpression is the expression in the scope to watch. This expression is called on every $digest() and returns the value that is being watched.  The listener defines a function that is called when the value of the watchExpression changes to a new value. If the watchExpression is not changed then listener will not be called.  The objectEquality is a boolean type which is used for comparing the objects for equality using angular.equals instead of comparing for reference equality.   1. **<script>** 2. **scope.name = 'shailendra';** 3. **scope.counter = 0;** 5. **scope.$watch('name', function (newVal, oldVal) {** 6. **scope.counter = scope.counter + 1;** 7. **});** 8. **</script>**  $watchgroup This function is introduced in Angular1.3. This works the same as $watch() function except that the first parameter is an array of expressions to watch.   1. **$watchGroup(watchExpression, listener)**   The listener is passed as an array with the new and old values for the watched variables. The listener is called whenever any expression in the watchExpressions array changes.   1. **<script>** 2. **$scope.teamScore = 0;** 3. **$scope.time = 0;** 4. **$scope.$watchGroup(['teamScore', 'time'], function(newVal, oldVal) {** 5. **if(newVal[0] > 20){** 6. **$scope.matchStatus = 'win';** 7. **}** 8. **else if (newVal[1] > 60){** 9. **$scope.matchStatus = 'times up';** 10. **});** 11. **</script>**  $watchCollection This function is used to watch the properties of an object and fires whenever any of the properties change. It takes an object as the first parameter and watches the properties of the object.   1. **$watchCollection(obj, listener)**   The listener is called whenever anything within the obj has been changed.   1. **<script>** 2. **$scope.names = ['shailendra', 'deepak', 'mohit', 'kapil'];** 3. **$scope.dataCount = 4;** 5. **$scope.$watchCollection('names', function (newVal, oldVal) {** 6. **$scope.dataCount = newVal.length;** 7. **});** 8. **</script>**  What do you think? I hope you will enjoy the watchers in AngularJS while developing your app with AngularJS. I would like to have feedback from my blog readers. Your valuable feedback, question, or comments about this article are always welcome   1. **What is the difference between $watch, $digest and $apply?**   AngularJS has a powerful data binding mechanism. When you do changes in a variable on the $scope object within your view, the $scope object auto-magically updates itself. Similarly, whenever the $scope object changes, the view updates itself with the new value. AngularJS handle data-binding mechanism with the help of three powerful functions: $watch(), $digest() and $apply(). Most of the time AngularJS will call the $scope.$watch() and $scope.$digest() functions for you, but in some cases you may have to call these functions yourself to update new values. Therefore it is really good to know how they work. $watch() The $scope.watch() function is used to observe changes in a variable on the $scope. It accepts three parameters : expression, listener and equality object where listener and equality object are optional parameters.   1. **<!DOCTYPE html>** 2. **<html>** 3. **<head>** 4. **<title>AngularJS Watch</title>** 5. **<script src="lib/angular.js"></script>** 6. **<script>** 7. **var myapp = angular.module("myapp", []);** 8. **var myController = myapp.controller("myController", function ($scope) {** 9. **$scope.name = 'dotnet-tricks.com';** 10. **$scope.counter = 0;** 11. **$scope.$watch('name', function (newValue, oldValue) {** 12. **$scope.counter = $scope.counter + 1;** 13. **});** 14. **});** 15. **</script>** 16. **聽** 17. **</head>** 18. **<body ng-app="myapp" ng-controller="myController">** 19. **<input type="text" ng-model="name" />** 20. **<br />** 21. **Counter:** 22. **</body>** 23. **</html>**  $digest() The $scope.$digest() function iterates through all the watches in the $scope object, and its child $scope objects (if it has any). When $digest() iterates over the watches, it checks if the value of the expression has changed. If the value has changed, AngularJS calls the change callback(listener) with the new value and the old value.  The $digest() function is called whenever AngularJS thinks it is necessary. For example, after a button click, or after an AJAX call. You may have some corner cases where AngularJS does not call the $digest() function for you. In that case you may have to call this function yourself.   1. **<!DOCTYPE html>** 2. **<html>** 3. **<head>** 4. **<title>AngularJS Digest</title>** 5. **<script src="lib/angular.js"></script>** 6. **<script>** 7. **var myapp = angular.module("myapp", []);** 8. **var myController = myapp.controller("myController", function ($scope) {** 9. **聽** 10. **$scope.datetime = new Date();** 11. **聽** 12. **$scope.updateTime = function () {** 13. **$scope.datetime = new Date();** 14. **}** 15. **聽** 16. **document.getElementById("updateTimeButton").addEventListener('click', function () {** 17. **console.log("update time clicked");** 18. **$scope.datetime = new Date();** 19. **聽** 20. **console.log($scope.datetime);** 21. **});** 22. **});** 23. **</script>** 24. **聽** 25. **</head>** 26. **<body ng-app="myapp" ng-controller="myController">** 27. **<button ng-click="updateTime()">Update time - ng-click</button>** 28. **<button id="updateTimeButton">Update time</button>** 29. **<br />** 31. **</body>** 32. **</html>**   When you will click on second button, the data binding is not updated. Since $scope.$digest() is not called after the second button's event listener is executed. In this way on clicking the second button the time will be updated in the $scope.data.time variable, but the new time will never displayed.  To fix this issue you need to add a $scope.$digest() call to the second button event listener, like this:   1. **<script type="text/javascript">** 2. **document.getElementById("updateTimeButton").addEventListener('click', function () {** 3. **console.log("update time clicked");** 4. **$scope.datetime = new Date();** 5. **聽** 6. ***//to update $scope*** 7. **$scope.$digest();** 8. **console.log($scope.datetime);** 9. **});</script>**  $apply() Angular do auto-magically updates only those model changes which are inside AngularJS context. When you do change in any model outside of the Angular context (like browser DOM events, setTimeout, XHR or third party libraries), then you need to inform Angular of the changes by calling $apply() manually. When the $apply() function call finishes AngularJS calls $digest() internally, so all data bindings are updated.  In above example, instead of calling $digest() function inside the button listener function you can used the $apply() function like this:   1. **<script>** 2. **document.getElementById("updateTimeButton").addEventListener('click', function () {** 3. **$scope.$apply(function () {** 4. **console.log("update time clicked");** 5. **$scope.datetime = new Date();** 6. **聽** 7. **console.log($scope.datetime);** 8. **});** 9. **});** 10. **</script>**  Note $digest() is faster than $apply(), since $apply() triggers watchers on the entire scope chain while $digest() triggers watchers on the current scope and its children(if it has).  When error occurs in one of the watchers, $digest() can not handled errors via $exceptionHandler service, In this case you have to handle exception yourself. While $apply() uses try catch block internally to handle errors and if error occurs in one of the watchers then it passes errors to $exceptionHandler service.  **82.What are ng-repeat special variables?**  -The ng-repeat directive has a set of special variables which you are useful while iterating the collection. These variables are as follows:  1) $index  2) $first  3) $middle  4) $last  - The $index contains the index of the element being iterated. The $first,  $middle and $last returns a boolean value depending on whether the current item is the first, middle or last element in the collection being iterated.   1. **What is scope hierarchy? OR What is scope inheritance?**   The $scope object used by views in AngularJS are organized into a hierarchy. There is a root scope, and the root scope has one or more child scopes. Each view has its own $scope (which is a child of the root scope), so whatever variables one view controller sets on its $scope variable, those variables are invisible to other controllers.  Look at this AngularJS code example:  <!DOCTYPE html>  <html lang="en">  <head>  <script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.2.5/angular.min.js"></script>  </head>  <body ng-app="myapp">  <div ng-controller="myController1">  {{data.theVar}}  </div>  <div ng-controller="myController2">  {{data.theVar}}  </div>  <script>  var module = angular.module("myapp", []);  var myController1 = module.controller("myController1", function($scope) {  $scope.data = { theVar : "Value One"};  });  var myController2 = module.controller("myController2", function($scope) {  $scope.data = { theVar : "Value Two"};  });  </script>  </body>  </html>  This example contains two views, each with their own controller function. Each controller sets the variable data.theVar to different values.  When this example is executed, the $scope hierarchy will look like this:   * Root $scope   + $scope for myController 1   + $scope for myController 2   As you can see, the $scope object used by the two controllers are not the same $scope object. That is also why the example above would write out two different values for the data bindings {{data.theVar}} inside the two views. The two controller functions for the views set different values for the data.theVar variable in each their own $scope object.  **84. What is $scope and $rootScope?**  - $scope is an object that is accessible from current component e.g Controller,  Service only. $rootScope refers to an object which is accessible from everywhere of the application.    You can think $rootScope as global variable and $scope as local variables  **85. What is event handling in AngularJS?**  - When we want to create advanced AngularJS applications such as User Interaction Forms,  then we need to handle DOM events like mouse clicks, moves, keyboard presses, change events and so on.  AngularJS has a simple model for how to add event listeners.  We can attach an event listener to an HTML element using one of the following AngularJS event listener directives:  ng-click  `` ng-dbl-click  ng-mousedown  ng-mouseup  ng-mouseenter  ng-mouseleave  ng-mousemove  ng-mouseover  ng-keydown  ng-keyup  ng-keypress  ng-change  **86-79 same questions.**   1. **What is core module in AngularJS?**   The angular.module is a global place for creating, registering and retrieving AngularJS modules. All modules (AngularJS core or 3rd party) that should be available to an application must be registered using this mechanism.  Passing one argument retrieves an existing [angular.Module](https://docs.angularjs.org/api/ng/type/angular.Module), whereas passing more than one argument creates a new [angular.Module](https://docs.angularjs.org/api/ng/type/angular.Module) Module A module is a collection of services, directives, controllers, filters, and configuration information.angular.module is used to configure the [$injector](https://docs.angularjs.org/api/auto/service/$injector).  // Create a new modulevar myModule = angular.module('myModule', []);  // register a new service  myModule.value('appName', 'MyCoolApp');  // configure existing services inside initialization blocks.  myModule.config(['$locationProvider', function($locationProvider) {  // Configure existing providers  $locationProvider.hashPrefix('!');}]);  Then you can create an injector and load your modules like this:  var injector = angular.injector(['ng', 'myModule'])  However it's more likely that you'll just use [ngApp](https://docs.angularjs.org/api/ng/directive/ngApp) or [angular.bootstrap](https://docs.angularjs.org/api/ng/function/angular.bootstrap) to simplify this process for you. Usage angular.module(name, [requires], [configFn]);   | **Param** | **Type** | **Details** | | --- | --- | --- | | name | **[string](https://docs.angularjs.org/)** | The name of the module to create or retrieve. | | requires  (optional) | **[!Array.<string>=](https://docs.angularjs.org/)** | If specified then new module is being created. If unspecified then the module is being retrieved for further configuration. | | configFn  (optional) | **[Function=](https://docs.angularjs.org/)** | Optional configuration function for the module. Same as [Module#config()](https://docs.angularjs.org/api/ng/type/angular.Module" \l "config). |  ArgumentsReturns  |  |  | | --- | --- | | **[angular.Module](https://docs.angularjs.org/)** | new module with the [angular.Module](https://docs.angularjs.org/api/ng/type/angular.Module) api. |  1. **Can angular applications (ng-app) be nested within each other?**  * **AngularJS applications** cannot be **nested within each other**. Only one**AngularJS application can** be auto-bootstrapped per HTML document. The first**ngApp** found in the document **will** be used to define the root element to auto-bootstrap as an **application**   **89.How to handel event in Angularjs ?**   * To handle an event that is emitted or broadcasted, you use the $on() method. * Syntax : scope.$on(*name,* listener)  1. **Explain ngClick And ngDblclick Directives In AngularJS?**  |  | | --- | | **AngularJS ng-click and ng-dblclick event example** | | * Syntax for AngularJS click event.   <input ng-click="toggledisplay()" />   * Syntax for AngularJS double click event.   <input ng-dblclick="toggledbldisplay()" />  **Example:**   * **ng-click example:**  Click the below button to Show/Hide the div and change the button text.   **AngularJS Tutorial - Click event example.**   * **ng-dblclick example:**  Double click the below button to Show/Hide the div and change the button text.   **AngularJS Tutorial- Double click event example.**  **Source code:**  <!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> <html xmlns="http://www.w3.org/1999/xhtml"> <head>     <title></title>     <script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.3.16/angular.min.js"></script> </head> <body>     <div ng-app="SampleApp" ng-controller="SampleCntrl">         <ul class="exmpul">             <li><strong>ng-click example:</strong>                 <br />                 Click the below button to Show/Hide the div and change the button text.                 <br />                 <br />                 <input type="button" ng-click="toggledisplay();" value="{{btntext}}" />                 <br />                 <br />                 <div style="background: green; color: White; font-size: 20px; font-weight: bold;                     padding: 10px;" ng-show="divdisp">                     AngularJS Tutorial - Click event example.                 </div>                 <br />             </li>             <li><strong>ng-dblclick example:</strong>                 <br />                 Double click the below button to Show/Hide the div and change the button text.                 <br />                 <br />                 <input type="button" ng-dblclick="toggledbldisplay();" value="{{btndbltext}}" />                 <br />                 <br />                 <div style="background: green; color: White; font-size: 20px; font-weight: bold;                     padding: 10px;" ng-show="divdbldisp">                     AngularJS Tutorial- Double click event example.                 </div>             </li>         </ul>     </div>     <script>         var myapp = angular.module("SampleApp", []);         myapp.controller("SampleCntrl", function ($scope) {             $scope.btntext = "Hide";             $scope.btndbltext = "Hide";             $scope.divdisp = true;             $scope.divdbldisp = true;             $scope.toggledisplay = function () {                 if ($scope.btntext == "Hide") {                     $scope.btntext = "Show";                     $scope.divdisp = false;                 }                 else {                     $scope.btntext = "Hide";                     $scope.divdisp = true;                 }             };              $scope.toggledbldisplay = function () {                 if ($scope.btndbltext == "Hide") {                     $scope.btndbltext = "Show";                     $scope.divdbldisp = false;                 }                 else {                     $scope.btndbltext = "Hide";                     $scope.divdbldisp = true;                 }             };         });     </script> </body> </html> |  1. **What is Constants in AngularJS?**  Constants Create an AngularJS Constant for vendor libraries’ global variables.  Why?: Provides a way to inject vendor libraries that otherwise are globals. This improves code testability by allowing you to more easily know what the dependencies of your components are (avoids leaky abstractions). It also allows you to mock these dependencies, where it makes sense.  // constants.js  /\* global toastr:false, moment:false \*/  (function() { 'use strict';  angular  .module('app.core')  .constant('toastr', toastr)  .constant('moment', moment);  })();  Use constants for values that do not change and do not come from another service. When constants are used only for a module that may be reused in multiple applications, place constants in a file per module named after the module. Until this is required, keep constants in the main module in a constants.js file.  Why?: A value that may change, even infrequently, should be retrieved from a service so you do not have to change the source code. For example, a url for a data service could be placed in a constants but a better place would be to load it from a web service.  Why?: Constants can be injected into any angular component, including providers.  Why?: When an application is separated into modules that may be reused in other applications, each stand-alone module should be able to operate on its own including any dependent constants.  // Constants used by the entire app  angular  .module('app.core')  .constant('moment', moment);  // Constants used only by the sales module  angular  .module('app.sales')  .constant('events', {  ORDER\_CREATED: 'event\_order\_created',  INVENTORY\_DEPLETED: 'event\_inventory\_depleted'  });   1. **How AngularJS handle the security?**  Security This document explains some of AngularJS's security features and best practices that you should keep in mind as you build your application. Reporting a security issue Email us at [security@angularjs.org](mailto:security@angularjs.org) to report any potential security issues in AngularJS.  Please keep in mind the points below about AngularJS's expression language. Use the latest AngularJS possible Like any software library, it is critical to keep AngularJS up to date. Please track the [CHANGELOG](https://github.com/angular/angular.js/blob/master/CHANGELOG.md) and make sure you are aware of upcoming security patches and other updates.  Be ready to update rapidly when new security-centric patches are available.  Those that stray from AngularJS standards (such as modifying AngularJS's core) may have difficulty updating, so keeping to AngularJS standards is not just a functionality issue, it's also critical in order to facilitate rapid security updates. AngularJS Templates and Expressions ****If an attacker has access to control AngularJS templates or expressions, they can exploit an AngularJS application via an XSS attack, regardless of the version.****  There are a number of ways that templates and expressions can be controlled:   * ****Generating AngularJS templates on the server containing user-provided content****. This is the most common pitfall where you are generating HTML via some server-side engine such as PHP, Java or ASP.NET. * ****Passing an expression generated from user-provided content in calls to the following methods on a** [scope](https://docs.angularjs.org/guide/scope)**:   + $watch(userContent, ...)   + $watchGroup(userContent, ...)   + $watchCollection(userContent, ...)   + $eval(userContent)   + $evalAsync(userContent)   + $apply(userContent)   + $applyAsync(userContent) * ****Passing an expression generated from user-provided content in calls to services that parse expressions****:   + $compile(userContent)   + $parse(userContent)   + $interpolate(userContent) * ****Passing an expression generated from user provided content as a predicate to** orderBy **pipe****:{{ value | orderBy : userContent }}  Sandbox removal Each version of AngularJS 1 up to, but not including 1.6, contained an expression sandbox, which reduced the surface area of the vulnerability but never removed it. ****In AngularJS 1.6 we removed this sandbox as developers kept relying upon it as a security feature even though it was always possible to access arbitrary JavaScript code if one could control the AngularJS templates or expressions of applications.****  Control of the AngularJS templates makes applications vulnerable even if there was a completely secure sandbox:   * <https://ryhanson.com/stealing-session-tokens-on-plunker-with-an-angular-expression-injection/> in this blog post the author shows a (now closed) vulnerability in the Plunker application due to server-side rendering inside an AngularJS template. * <https://ryhanson.com/angular-expression-injection-walkthrough/> in this blog post the author describes an attack, which does not rely upon an expression sandbox bypass, that can be made because the sample application is rendering a template on the server that contains user entered content.   ****It's best to design your application in such a way that users cannot change client-side templates.****   * Do not mix client and server templates * Do not use user input to generate templates dynamically * Do not run user input through $scope.$eval (or any of the other expression parsing functions listed above) * Consider using [CSP](https://docs.angularjs.org/api/ng/directive/ngCsp) (but don't rely only on CSP)   ****You can use suitably sanitized server-side templating to dynamically generate CSS, URLs, etc, but not for generating templates that are bootstrapped/compiled by AngularJS.****  ****If you must continue to allow user-provided content in an AngularJS template then the safest option is to ensure that it is only present in the part of the template that is made inert via the** [ngNonBindable](https://docs.angularjs.org/api/ng/directive/ngNonBindable)**directive.**** HTTP Requests Whenever your application makes requests to a server there are potential security issues that need to be blocked. Both server and the client must cooperate in order to eliminate these threats. AngularJS comes pre-configured with strategies that address these issues, but for this to work backend server cooperation is required. Cross Site Request Forgery (XSRF/CSRF) Protection from XSRF is provided by using the double-submit cookie defense pattern. For more information please visit [XSRF protection](https://docs.angularjs.org/api/ng/service/$http" \l "cross-site-request-forgery-xsrf-protection). JSON Hijacking Protection Protection from JSON Hijacking is provided if the server prefixes all JSON requests with following string ")]}',\n". AngularJS will automatically strip the prefix before processing it as JSON. For more information please visit [JSON Hijacking Protection](https://docs.angularjs.org/api/ng/service/$http" \l "json-vulnerability-protection).  Bear in mind that calling $http.jsonp, like in [our Yahoo! finance example](https://docs.angularjs.org/guide/concepts" \l "accessing-the-backend), gives the remote server (and, if the request is not secured, any Man-in-the-Middle attackers) instant remote code execution in your application: the result of these requests is handed off to the browser as regular <script> tag. Strict Contextual Escaping Strict Contextual Escaping (SCE) is a mode in which AngularJS requires bindings in certain contexts to require a value that is marked as safe to use for that context.  This mode is implemented by the [$sce](https://docs.angularjs.org/api/ng/service/$sce) service and various core directives.  One example of such a context is rendering arbitrary content via the [ngBindHtml](https://docs.angularjs.org/api/ng/directive/ngBindHtml) directive. If the content is provided by a user there is a chance of Cross Site Scripting (XSS) attacks. The [ngBindHtml](https://docs.angularjs.org/api/ng/directive/ngBindHtml) directive will not render content that is not marked as safe by [$sce](https://docs.angularjs.org/api/ng/service/$sce). The [ngSanitize](https://docs.angularjs.org/api/ngSanitize) module can be used to clean such user provided content and mark the content as safe.  ****Be aware that marking untrusted data as safe via calls to** [$sce.trustAsHtml](https://docs.angularjs.org/api/ng/service/$sce" \l "trustAsHtml)**, etc is dangerous and will lead to Cross Site Scripting exploits.****  For more information please visit [$sce](https://docs.angularjs.org/api/ng/service/$sce) and [$sanitize](https://docs.angularjs.org/api/ngSanitize/service/$sanitize). Using Local Caches There are various places that the browser can store (or cache) data. Within AngularJS there are objects created by the [$cacheFactory](https://docs.angularjs.org/api/ng/service/$cacheFactory). These objects, such as [$templateCache](https://docs.angularjs.org/api/ng/service/$templateCache) are used to store and retrieve data, primarily used by [$http](https://docs.angularjs.org/api/ng/service/$http) and the [script](https://docs.angularjs.org/api/ng/directive/script) directive to cache templates and other data.  Similarly the browser itself offers localStorage and sessionStorage objects for caching data.  ****Attackers with local access can retrieve sensitive data from this cache even when users are not authenticated.****  For instance in a long running Single Page Application (SPA), one user may "log out", but then another user may access the application without refreshing, in which case all the cached data is still available.  For more information please visit [Web Storage Security](https://www.whitehatsec.com/blog/web-storage-security/).   1. What is the difference between link and compile functions in Angular.js?   In compile phase the angular parser starts parsing the DOM and whenever the parser encounters a directive it creates a function. These functions are termed as template or compiled functions. In this phase we do not have access to the $scope data. In the link phase the data i.e. ($scope) is attached to the template function and executed to get the final HTML output.  Compile – It works on template. It’s like adding a class element in to the DOM (i.e., manipulation of tElement = template element), hence manipulations that apply to all DOM clones of the template associated with the directive.  Link – It works on instances. Usually used for registering DOM listeners (i.e., $watch expressions on the instance scope) as well as instance DOM manipulation. (i.e., manipulation of iElement = individual instance element).  94. What is ng-cloak ?   * The ng-cloak directive prevents the document from showing unfinished AngularJS code while AngularJS is being loaded. * AngularJS applications can make HTML documents flicker when the application is being loaded, showing the AngularJS code for a second, before all code are executed. Use the ng-cloak directive to prevent this. * The ng-cloak directive has no parameters  Example Prevent the application from flicker at page load:  <div ng-app="">  <p ng-cloak>{{ 5 + 5 }}</p>  </div>  [Try it Yourself »](https://www.w3schools.com/angular/tryit.asp?filename=try_ng_ng-cloak" \t "https://www.w3schools.com/angular/_blank) Definition and Usage The ng-cloak directive prevents the document from showing unfinished AngularJS code while AngularJS is being loaded.  AngularJS applications can make HTML documents flicker when the application is being loaded, showing the AngularJS code for a second, before all code are executed. Use the ng-cloak directive to prevent this. Syntax <element ng-cloak></element>  Supported by all HTML elements. Parameter Values The ng-cloak directive has no parameters.   1. **Mention what are the styling form that ngModel adds to CSS classes ?**  |  |  | | --- | --- | | |  | | --- | | **ngModel adds these CSS classes to allow styling of form as well as control**   •ng- valid   •ng- invalid   •ng-pristine   •ng-dirty | |   **96.Explain directives ng-if, ng-switch and ng-show.**  ngif  ----  ===>The ng-if directive removes the HTML element if the expression evaluates to false.  ===>If the if statement evaluates to true, a copy of the Element is added in the DOM.  ===>The ng-if directive is different from the ng-hide, which hides the display of the element,  where the ng-if directive completely removes the element from the DOM.  ===>The ng-if directive will destroy (completely removes) the element or recreate the element.  ==>Supported by all HTML elements.  ==>This directive can add / remove HTML elements from the DOM based on an expression.  ==>If the expression is true, it add HTML elements to DOM, otherwise HTML elements are removed from the DOM.  Syntax:  ==>ng-if, on the other hand, actually removes the element from the DOM  when the condition is false and only adds the element back once the condition turns true.  ------  <element ng-if="expression"></element>  Parameter Values:  ----------------  Value Description  ----- -----------  expression An expression that will completely remove the element if it returns false.  If it returns true, a copy of the element will be inserted instead.  EXAMPLE:  -------  <!DOCTYPE html>  <html>  <body ng-app="">  Keep HTML: <input type="checkbox" ng-model="myVar" ng-init="myVar = true">  <div ng-if="myVar">  <h1>Welcome</h1>  <p>Welcome to my if directive</p>  <hr>  </div>  <p>The DIV element will be removed when the checkbox is not checked.</p>  <p>The DIV element will return, if you check the checkbox.</p>  </body>  </html>  97.What is ng-repeat directive?  ng-repeat:  ---------  ==>The ng-repeat directive repeats a set of HTML, a given number of times.  ==>The set of HTML will be repeated once per item in a collection.  ==>The collection must be an array or an object.  Note: Each instance of the repetition is given its own scope, which consist of the current item.  ----  ==>If you have an collection of objects, the ng-repeat directive is perfect for making a HTML table,  displaying one table row for each object, and one table data for each object property.  Syntax:  ------  <element ng-repeat="expression"></element>  Supported by all HTML elements.  Parameter Values  -----------------  Value Description  ----- ----------  expression An expression that specifies how to loop the collection.  Legal Expression examples:  x in records  (key, value) in myObj  x in records track by $id(x)  Example:  -------  <!DOCTYPE html>  <html>  <body ng-app="myApp" ng-controller="myCtrl">  <h1 ng-repeat="x in records">{{x}}</h1>  <script>  var app = angular.module("myApp", []);  app.controller("myCtrl", function($scope) {  $scope.records = [  "Sachin Tendulkar",  "A.P.J Abdul Kalam",  "Abraham Lincoln",  "Nelson Mandela",  ]  });  </script>  </body>  </html>  **98. Explain ng-include directive?**  AngularJS ng-include Directive  ------------------------------  ==>The ng-include directive is useful if we want to include an external resource in an HTML template.  Definition and Usage:  --------------------  ==>The ng-include directive includes HTML from an external file.  ==>The included content will be included as childnodes of the specified element.  ==>The value of the ng-include attribute can also be an expression, returning a filename.  ==>By default, the included file must be located on the same domain as the document.  ==>Supported by all HTML elements.  Syntax  ------  <element ng-include="filename" onload="expression" autoscroll="expression" ></element>  (or)  ==>The ng-include directive can also be used as an element:  <ng-include src="filename" onload="expression" autoscroll="expression" ></ng-include>  Parameter Values  ----------------  Value Description  ----- -----------  filename A filename, written with apostrophes, or an expression which returns a filename.  onload Optional. An expression to evaluate when the included file is loaded.  autoscroll Optional. Whether or not the included section should be able to scroll  into a specific view.  AngularJS - Includes  ---------------------  ==>HTML does not support embedding html pages within html page.  ==> To achieve this functionality following ways are used −  Using Ajax − Make a server call to get the corresponding html page and  set it in innerHTML of html control.  Using Server Side Includes − JSP, PHP and other web side server technologies can  include html pages within a dynamic page.  Using AngularJS, we can embed HTML pages within a HTML page using ng-include directive.  <div ng-app = "" ng-controller = "studentController">  <div ng-include = "'main.html'"></div>  <div ng-include = "'subjects.html'"></div>  </div>  ==>By default, HTML does not provide the facility to include client side code from other files.  ==>  Client Side includes  Server Side Includes  AngularJS Includes  Client Side includes  --------------------  One of the most common ways is to include HTML code is via Javascript.  JavaScript is a programming language which can be used to manipulate the content  in an HTML page on the fly. Hence, Javascript can also be used to include code from other files.  Server Side Includes  --------------------  Server Side Includes are also available for including a common piece  of code throughout a site. This is normally done for including content  in the below parts of an HTML document.  Page header  Page footer  Navigation menu.  Note:  -----  The virtual parameter is used to specify the file  (HTML page, text file, script, etc.) that needs to be included.  If the web server process does not have access to read the file or execute the script,  the include command will fail. The 'virtual' word is a keyword that is required  to be placed in the include directive.  AngularJS Includes  ------------------  ==>Angular provides the function to include the functionality from other  AngularJS files by using the ng-include directive.  ==>The primary purpose of the "ng-include directive" is used to fetch,  compile and include an external HTML fragment in the main AngularJS application.  Summary:  --------  ==>By default, we know that HTML does not provide a direct way to include HTML content  from other files like other programming languages.  ==>Javascript along with JQuery is the best-preferred option  for embedding HTML content from other files.  ==>Another way of including HTML content from other files is to use the  <include> directive and the virtual parameter keyword.  ==>The virtual parameter keyword is used to denote the file which needs to be embedded.  This is known as server-side includes.  ==>Angular also provides the facility to include files by using the ng-include directive.  This directive can be used to inject code from external files directly into the main HTML file.  Example:  -------  <!DOCTYPE html>  <html>  <body ng-app="">  <div ng-include="'include.html'"></div>  </body>  </html>  include.html  -----------  <!DOCTYPE html>  <html>  <body>  <h1>Include Header..!!</h1><br><br>  <h5>This text has been included into the HTML page, using ng-include!</h5>  </body>  </html> |  |
|  |  |  |

1. What is template in angularjs?

# Templates

In AngularJS, templates are written with HTML that contains AngularJS-specific elements and attributes. AngularJS combines the template with information from the model and controller to render the dynamic view that a user sees in the browser.

These are the types of AngularJS elements and attributes you can use:

* [Directive](https://docs.angularjs.org/guide/directive) — An attribute or element that augments an existing DOM element or represents a reusable DOM component.
* [Markup](https://docs.angularjs.org/api/ng/service/$interpolate) — The double curly brace notation {{ }} to bind expressions to elements is built-in AngularJS markup.
* [Filter](https://docs.angularjs.org/guide/filter) — Formats data for display.
* [Form controls](https://docs.angularjs.org/guide/forms) — Validates user input.

The following code snippet shows a template with [directives](https://docs.angularjs.org/guide/directive) and curly-brace [expression](https://docs.angularjs.org/guide/expression) bindings:

<html ng-app>

<!-- Body tag augmented with ngController directive -->

<body ng-controller="MyController">

<input ng-model="foo" value="bar">

<!-- Button tag with ngClick directive, and

string expression 'buttonText'

wrapped in "{{ }}" markup -->

<button ng-click="changeFoo()">{{buttonText}}</button>

<script src="angular.js">

</body></html>

In a simple app, the template consists of HTML, CSS, and AngularJS directives contained in just one HTML file (usually index.html).

In a more complex app, you can display multiple views within one main page using "partials" – segments of template located in separate HTML files. You can use the [ngView](https://docs.angularjs.org/api/ngRoute/directive/ngView) directive to load partials based on configuration passed to the [$route](https://docs.angularjs.org/api/ngRoute/service/$route) service. The [AngularJS tutorial](https://docs.angularjs.org/tutorial/) shows this technique in steps seven and eight.

**100. Who created Angular JS ?**

AngularJS was created, as a side project, in 2009 by two developers, Misko Hevery and Adam Abrons. The two originally envisioned their project, GetAngular, to be an end-to-end tool that allowed web designers to interact with both the frontend and the backend.

Google.

One of the original creators, Adam Abrons stopped working on AngularJS but Misko Hevery and his manager, Brad Green, spun the original GetAngular project into a new project, named it AngularJS, and built a team to create an maintain it within Google.

One of AngularJS' first big wins internally at Google occurred when the company DoubleClick was acquired by Google and they started rewriting part of their application using AngularJS. Because of DoubleClick's initial success, Google seems to have invested even more resources into Angular and has blessed AngularJS for internal and external product usage.

Because of this, the Angular team inside Google has grown rapidly.

**101. What is manual bootstrap?**

If you need to have more control over the initialization process, you can use a manual bootstrapping method instead. Examples of when you'd need to do this include using script loaders or the need to perform an operation before AngularJS compiles a page.

Here is an example of manually initializing AngularJS:

<!doctype html>

<html>

<body>

<div ng-controller="MyController">

Hello {{greetMe}}!

</div>

<script src="http://code.angularjs.org/snapshot/angular.js"></script>

<script>

angular.module('myApp', [])

.controller('MyController', ['$scope', function ($scope) {

$scope.greetMe = 'World';

}]);

angular.element(function() {

angular.bootstrap(document, ['myApp']);

});

</script>

</body>

</html>

Note that we provided the name of our application module to be loaded into the injector as the second parameter of the [angular.bootstrap](https://docs.angularjs.org/api/ng/function/angular.bootstrap) function. Notice that angular.bootstrap will not create modules on the fly. You must create any custom [modules](https://docs.angularjs.org/guide/module) before you pass them as a parameter.

You should call angular.bootstrap() after you've loaded or defined your modules. You cannot add controllers, services, directives, etc after an application bootstraps.

This is the sequence that your code should follow:

1. After the page and all of the code is loaded, find the root element of your AngularJS application, which is typically the root of the document.
2. Call [angular.bootstrap](https://docs.angularjs.org/api/ng/function/angular.bootstrap) to [compile](https://docs.angularjs.org/guide/compiler) the element into an executable, bi-directionally bound application.

**102. What is Auto bootstrap?**
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AngularJS initializes automatically upon DOMContentLoaded event or when the angular.js script is evaluated if at that time document.readyState is set to 'complete'. At this point AngularJS looks for the [ngApp](https://docs.angularjs.org/api/ng/directive/ngApp)directive which designates your application root. If the [ngApp](https://docs.angularjs.org/api/ng/directive/ngApp) directive is found then AngularJS will:

* load the [module](https://docs.angularjs.org/guide/module) associated with the directive.
* create the application [injector](https://docs.angularjs.org/api/auto/service/$injector)
* compile the DOM treating the [ngApp](https://docs.angularjs.org/api/ng/directive/ngApp)directive as the root of the compilation. This allows you to tell it to treat only a portion of the DOM as an AngularJS application.

<!doctype html>

<html ng-app="optionalModuleName">

<body>

I can add: {{ 1+2 }}.

<script src="angular.js"></script>

</body>

</html>

There a few things to keep in mind regardless of automatic or manual bootstrapping:

* While it's possible to bootstrap more than one AngularJS application per page, we don't actively test against this scenario. It's possible that you'll run into problems, especially with complex apps, so caution is advised.
* Do not bootstrap your app on an element with a directive that uses [transclusion](https://docs.angularjs.org/api/ng/service/$compile" \l "transclusion), such as [ngIf](https://docs.angularjs.org/api/ng/directive/ngIf), [ngInclude](https://docs.angularjs.org/api/ng/directive/ngInclude) and [ngView](https://docs.angularjs.org/api/ngRoute/directive/ngView). Doing this misplaces the app [$rootElement](https://docs.angularjs.org/api/ng/service/$rootElement) and the app's [injector](https://docs.angularjs.org/api/auto/service/$injector), causing animations to stop working and making the injector inaccessible from outside the app.

**103. Is AngularJS a library, framework, plugin or a browser extension?**

AngularJS is an open source web application framework. It was originally developed in 2009 by Misko Hevery and Adam Abrons. It is now maintained by Google. Its latest version is 1.4.3.

Definition of AngularJS as put by its [official documentation](https://docs.angularjs.org/guide/introduction" \t "_blank) is as follows −

AngularJS is a structural framework for dynamic web apps. It lets you use HTML as your template language and lets you extend HTML's syntax to express your application's components clearly and succinctly. Angular's data binding and dependency injection eliminate much of the code you currently have to write. And it all happens within the browser, making it an ideal partner with any server technology.

Features

* AngularJS is a powerful JavaScript based development framework to create RICH Internet Application(RIA).
* AngularJS provides developers options to write client side application (using JavaScript) in a clean MVC(Model View Controller) way.
* Application written in AngularJS is cross-browser compliant. AngularJS automatically handles JavaScript code suitable for each browser.
* AngularJS is open source, completely free, and used by thousands of developers around the world. It is licensed under the Apache License version 2.0.

Overall, AngularJS is a framework to build large scale and high performance web application while keeping them as easy-to-maintain.

Core Features

Following are most important core features of AngularJS −

* **Data-binding** − It is the automatic synchronization of data between model and view components.
* **Scope** − These are objects that refer to the model. They act as a glue between controller and view.
* **Controller** − These are JavaScript functions that are bound to a particular scope.
* **Services** − AngularJS come with several built-in services for example $https: to make a XMLHttpRequests. These are singleton objects which are instantiated only once in app.
* **Filters** − These select a subset of items from an array and returns a new array.
* **Directives** − Directives are markers on DOM elements (such as elements, attributes, css, and more). These can be used to create custom HTML tags that serve as new, custom widgets. AngularJS has built-in directives (ngBind, ngModel...)
* **Templates** − These are the rendered view with information from the controller and model. These can be a single file (like index.html) or multiple views in one page using "partials".
* **Routing** − It is concept of switching views.
* **Model View Whatever** − MVC is a design pattern for dividing an application into different parts (called Model, View and Controller), each with distinct responsibilities. AngularJS does not implement MVC in the traditional sense, but rather something closer to MVVM (Model-View-ViewModel). The Angular JS team refers it humorously as Model View Whatever.
* **Deep Linking** − Deep linking allows you to encode the state of application in the URL so that it can be bookmarked. The application can then be restored from the URL to the same state.

**104. Does AngularJS has dependency on jQuery?**

AngularJS has no dependency on jQuery library. But it can be used with jQuery library.

If jQuery is available, angular.element is an alias for the [jQuery](http://api.jquery.com/jQuery/) function. If jQuery is not available, angular.element delegates to AngularJS's built-in subset of jQuery, called "jQuery lite" or **jqLite**.

jqLite is a tiny, API-compatible subset of jQuery that allows AngularJS to manipulate the DOM in a cross-browser compatible way. jqLite implements only the most commonly needed functionality with the goal of having a very small footprint.

To use jQuery, simply ensure it is loaded before the angular.js file. You can also use the [ngJq](https://docs.angularjs.org/api/ng/directive/ngJq) directive to specify that jqlite should be used over jQuery, or to use a specific version of jQuery if multiple versions exist on the page.

**105.What is injector?**

# $injector

$injector is used to retrieve object instances as defined by [provider](https://docs.angularjs.org/api/auto/service/$provide), instantiate types, invoke methods, and load modules.

The following always holds true:

var $injector = angular.injector();

expect($injector.get('$injector')).toBe($injector);

expect($injector.invoke(function($injector) {

return $injector;

})).toBe($injector);

## $inject Annotation

By adding an $inject property onto a function the injection parameters can be specified.

# The $inject property

If a function has an $inject property and its value is an array of strings, then the strings represent names of services to be injected into the function.

// Given

var MyController = function(obfuscatedScope, obfuscatedRoute) {

// ...

}

// Define function dependencies

MyController['$inject'] = ['$scope', '$route'];

// Then

expect(injector.annotate(MyController)).toEqual(['$scope', '$route']);

**106. What is the role of ng-app, ng-init and ng-model directives?**

1. **ng-app** – This is used to initialize an Angular.JS application. When this directive in placed in an HTML page, it basically tells Angular that this HTML page is an angular.js application.
2. The "ng-app" directive is added to our div tag to indicate that this application is an angular.js application. Note that the ng-app directive can be applied to any tag, so it can also be put in the body tag as well.
3. Because we have defined this application as an angular.js application, we can now make use of angular.js functionality. In our case, we are using expressions to simply concatenate 2 strings.

Example:

<html>

<body>

<div ng-app=””>

Name: {{ “angular”+”js”}}

</div>

</body>

</html>

1. **ng-init** – This is used to initialize application data. Sometimes you may require some local data for your application, this can be done with the ng-init directive.

The example below shows how to use the ng-init directive.

Example:

<html>

<body>

<div ng-init=”Name=’Angular js’”>

Name: {{ “Angular js}}

</div>

</body>

</html>

1. **ng-model** – And finally we have the ng-model directive, which is used to bind the value of an HTML control to application data. The example below shows how to use the ng-model directive.

In this example,

* We are going to create 2 variables called "quantity" and "price". These variables are going to be bound to 2 text input controls.
* We are then going to display the total amount based on the multiplication of both price and quantity values.

.

 <html>

<body>

<div ng-app=” ” ng-init=”quantity=1;price=5”>

People: <input type=”number” ng-model=”quantity”>

Registration price: <input type=”number” ng-model=”price”>

Total: {{ quantity + price }}

</div>

</body>

</html>

**107.What are Filters in AngularJS?**

Filters are used to change modify the data and can be clubbed in expression or directives using pipe character. Following is the list of commonly used filters.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name** | **Description** |
| 1 | uppercase | converts a text to upper case text. |
| 2 | lowercase | converts a text to lower case text. |
| 3 | currency | formats text in a currency format. |
| 4 | filter | filter the array to a subset of it based on provided criteria. |
| 5 | orderby | orders the array based on provided criteria. |

**uppercase filter:**

Add uppercase filter to an expression using pipe character. Here we've added uppercase filter to print student name in all capital letters.

Example:

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Upper Case: {{student.fullName() | uppercase}}

## lowercase filter

Add lowercase filter to an expression using pipe character. Here we've added lowercase filter to print student name in all lowercase letters.

Example:

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Lower Case: {{student.fullName() | lowercase}}

## currency filter

Add currency filter to an expression returning number using pipe character. Here we've added currency filter to print fees using currency format.

Example:

Enter fees: <input type = "text" ng-model = "student.fees">

fees: {{student.fees | currency}}

## filter filter

To display only required subjects, we've used subjectName as filter.

Example:

Enter subject: <input type = "text" ng-model = "subjectName">

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | filter: subjectName">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

## orderby filter

To order subjects by marks, we've used orderBy marks.

Example:

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | orderBy:'marks'">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

**108.What is the size of angular.js file?**

The size of the compressed and minified file is < 36KB.

**109.What browsers AngularJS support?**

1. AngularJS will work with the latest versions of Chrome, Firefox, Safari, and Opera, as well as Internet Explorer version 8, 9, and 10. You will need to do some extra work for IE8  
2. To make AngularJS Work with IE8 use the following  
<html ng-app="application\_name" id="application\_name">  
Though ng-app="application\_name" is sufficient for the other browsers as mentioned in point 1; for IE 8, id attribute is also required  
3. We cannot make IE to recognize and include templates in the following manner  
<ng-include="'myInclude.tpl.html'"></ng-include>

Though, we can take a different strategy to make IE8 recognize and include templates by using  
<div ng-include="'myInclude.tpl.html'"></div>

we have to make IE8 recognize <ng-include=""> to be able to use this custom tag to include templates. We can do that by using

<head>  
<!--[if lte IE 8]>  
<script>  
document.createElement('ng-include');  
document.createElement('ng-view');  
. . .  
<![endif]-->  
</head>

4. Supporting IE7 for AngularJS  
You need to do everything that you did for IE8.  
AngularJS was not tested with IE7; so you need to adjust stuff as they come along  
IE7 does not have many APIs commonly present in web-browsers such as JSON API  
You will need libraries such as http://bestiejs.github.io/json3/ to be included in your application to support JSON

5. IE6 is not supported

**110. What is the use of filter in angularjs?**

Filters can be added in AngularJS to format data

AngularJS provides filters to transform data:

* currency Format a number to a currency format.
* date Format a date to a specified format.
* filter Select a subset of items from an array.
* json Format an object to a JSON string.
* limitTo Limits an array/string, into a specified number of elements/characters.
* lowercase Format a string to lower case.
* number Format a number to a string.
* orderBy Orders an array by an expression.
* uppercase Format a string to upper case.

**111. what are services in angularjs?**

A Service ia a reusable singleton ovject which is used to organize and share code across your app. A Service can be injected into controllers,filters,directives.

AngularJs offers several built-in services(like $http, $provide, $resource, $window, $parse) which always start with $ sign.

There are five ways to create a service as given below:

1. Service
2. Factory
3. Provider
4. Value
5. Constant
6. **What is scope in angularjs?**

Scope is a JavaScript object refers to the application model. It acts as a context for evaluating angular expressions. Basically, it acts as glue between controller and view.
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Scope are hierarchical in nature and follow the DOM structure of your AngularJs app. AngularJs has two scope objects: $rootScope and $scope

**113. what is dynamic angular application?**

--> if view interacting with the controller,such type of angular application called as "DYNAMIC ANGULAR APPLICATION".

-->the following are the steps to create dynamic angular applications.

step-1: load the angular framework

eg: dymamic angular application

index.html

---

<html>

-------

-------

-------

<script

src="https://ajax.googleapis.com/ajax/libs/angularjs/1.6.1/angular.min.js"/>

</html>

step-2: declare the logical name for web application by using 'ng-app' directive.

eg:

<html ng-app="app">

--------

--------

</html>

step-3: create the controller by using 'ng-controller' directive.

eg:

<html ng-app="app">

<div ng-controller="ctrl">

--------

--------

</div>

</html>

step-4: instantiate the module

var obj=angular.mpdule("app",[]);

step-5: implement the controller.

obj.controller("ctrl",function($scope){

$scope.var\_one="angularjs";

$scope.var\_two="angular 2";

});

**114. what is static angular application?**

view doesnot interacting with the controller such type of angular applications are called "STATIC ANGULAR APPLICATIONS".

**116.What is ng-app?**

Use this directive to auto-bootstrap an AngularJS application. The ngApp directive designates the root element of the application and is typically placed near the root element of the page

Example: on the <body> or <html> tags.

There are a few things to keep in mind when using ngApp:

* only one AngularJS application can be auto-bootstrapped per HTML document. The first ngApp found in the document will be used to define the root element to auto-bootstrap as an application. To run multiple applications in an HTML document you must manually bootstrap them using [angular.bootstrap](https://docs.angularjs.org/api/ng/function/angular.bootstrap) instead.
* AngularJS applications cannot be nested within each other.
* Do not use a directive that uses [transclusion](https://docs.angularjs.org/api/ng/service/$compile" \l "transclusion) on the same element as ngApp. This includes directives such as [ngIf](https://docs.angularjs.org/api/ng/directive/ngIf), [ngInclude](https://docs.angularjs.org/api/ng/directive/ngInclude)and [ngView](https://docs.angularjs.org/api/ngRoute/directive/ngView). Doing this misplaces the app [$rootElement](https://docs.angularjs.org/api/ng/service/$rootElement) and the app's [injector](https://docs.angularjs.org/api/auto/service/$injector), causing animations to stop working and making the injector inaccessible from outside the app.

You can specify an **AngularJS module** to be used as the root module for the application. This module will be loaded into the [$injector](https://docs.angularjs.org/api/auto/service/$injector)when the application is bootstrapped. It should contain the application code needed or have dependencies on other modules that will contain the code.

**117 . Which applications are not good fit for Angularjs?**

AngularJS is known for creating dynamic web apps because of its feature of extending HTML syntax according to your application components. Other than that, it also provides a wide range of other prominent features like two way data binding, templates, MVC, dependency injection, directives, testing, and a lot more to build almost ***any kind of web app***.

AngularJS alone can’t create a web app. You need a lot of other technologies also, compatible with AngularJS to create a complete web app – say – backend, frontend, deployment technologies. So, in order to create a ***complete***web app, you need to atleast have a bit of knowledge of such other technologies as well.

**118. what is mvc?**

what is the use of mvc design pattern?

when we use mvc design pattern?

---> The Model-View-Controller (MVC) is an architectural pattern that separates an application into three main logical components:

1.model

2.view

3.controller

This pattern is used to separate application's concerns.

1) Model - Model represents an object or JAVA POJO carrying data. It can also have logic to update controller if its data changes.

2)View - View represents the visualization of the data that model contains.

3)Controller - Controller acts on both model and view.

uses of mvc design pattern:-

---------------------------

(1).asp.net mvc provides clean seperation of concerns,so easy code maintainance will be possible.

(2).asp.net mvc provides better performance than asp.net webforms.asp.net mvc requested page lifecycle is very lightweighted,this requires less memory and processing time on the server to provide response to client

(3).asp.net mvc provides complete control over html,javascript,and css.this allows proper integration of latest web technologies like html5,css3,jquery,angular js.

(4).asp.net mvc supports built in support for url-routing.,this supports method based execuition .

(5).asp.net mvc supports unit testing

**119. When we use MVC design pattern.?**

In AngularJS the MVC pattern is implemented in JavaScript and HTML. The view is defined in HTML, while the model and controller are implemented in JavaScript. There are several ways that these components can be put together in AngularJS but the simplest form starts with the view.

Views

The view in an AngularJS application is created with HTML. By using a simple example, we can see that HTML can all exist inside a single page. However, almost all applications will quickly move past the single view model; in this case the fragments of HTML that make up the view will be stored in individual files. Take this HTML page as a starting point:

|  |  |
| --- | --- |
|  | <!DOCTYPE html> <html> <head> <title>Demo</title> <meta charset="utf-8" /> </head> <body> <div id="messageTitle"></div> <div id="message">Hello World</div> </body> </html> |

*A Simple HTML page without AngularJS*

At this point, it’s easy to consider this entire HTML document to be the view since there’s only one. However, because this is a Single Page Application, only a portion of the page represents the current view. In this case, the contents of the body represent the view while the HTML and HEAD elements make up the container for the individual views. In AngularJS it’s also popular to mark a specific element in the page as the view giving you more control over which portions of the page make up the container and which make up the changing view.

|  |  |
| --- | --- |
|  | <!DOCTYPE html> <html> <head> <title>Hack Hands Angular - Demos</title> <meta charset="utf-8" /> </head> <body> <h1>Hack Hands Angular Demos</h1> <div ng-view> <div id="messageTitle"></div> <div id="message">Hello World</div> </div> </body> </html> |

This HTML is not yet a functioning AngularJS view. There are a couple of steps required to include and bootstrap the AngularJS framework

1. Reference the AngularJS framework
2. Define the AngularJS application.

Referencing the AngularJS framework is a simple matter of adding a script tag referencing the framework script on a Content Delivery Network (CDN).

|  |  |
| --- | --- |
|  | <script src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.5/angular.min.js"></script> |

*Bootstrapping the Angular Application*

When AngularJS loads it will see this directive which will cause it to look for a module named “hackApp.” Modules are a key component of AngularJS that we’ll cover in more detail in a follow-up post. For now, it’s enough to know this view needs to be able to reference a module representing the AngularJS

**120.what is mvc?**

what is the use of mvc design pattern?

when we use mvc design pattern?

Model–View–Controller (**MVC**) is a software design pattern for implementing user interfaces on computers. It divides a given application into three interconnected parts in order to separate internal representations of information from the ways that information is presented to and accepted from the user.

---> The Model-View-Controller (MVC) is an architectural pattern that separates an application into three main logical components:

1.model

2.view

3.controller

This pattern is used to separate application's concerns.

1) Model :An architecture for building applications that separate the data (model) from the user interface (view) and the processing (controller). In practice, **MVC** views and controllers are often combined into a single object because they are closely related..

2)View - The **view** displays the model data, and sends user actions (e.g. button clicks) to the controller. The view can:

* be independent of both the model and the controller; or
* actually **be** the controller, and therefore depend on the model.

.

3)Controller The **controller** provides model data to the view, and interprets user actions such as button clicks. The controller depends on the view and the model. In some cases, the controller and the view are the same object.

uses of mvc design pattern:-

---------------------------

(1).asp.net mvc provides clean seperation of concerns,so easy code maintainance will be possible.

(2).asp.net mvc provides better performance than asp.net webforms.asp.net mvc requested page lifecycle is very lightweighted,this requires less memory and processing time on the server to provide response to client

(3).asp.net mvc provides complete control over html,javascript,and css.this allows proper integration of latest web technologies like html5,css3,jquery,angular js.

(4).asp.net mvc supports built in support for url-routing.,this supports method based execuition .

(5).asp.net mvc supports unit testing

**121. What are expressions in angularjs?**

AngularJS expressions are much like JavaScript expressions, placed inside HTML templates by using double braces such as: {{expression}}. AngularJS evaluates expesssions and then dynamically adds the result to a webpage. Like JavaScript expressions, they can contain literals, operators, and variables.

There are some valid AngularJs expressions:

Example:

* {{1+2}}
* {{x+y}}
* {{x==y}}
* {{x=2}}
* {{user.id}}

**122. What is restrict option in directive?**

The restrict option in angular directive, is used to specify how a directive will be invoked in your angular app i.e as a attribute, class, element or comment.

There are four valid options for restrict:

**Example:**

‘ A’ (Attribute) **-** <span my-directive></span>

‘ C’ (Class) **-** <span class=” my-directive:expression;”></span>

‘ E’ (Element) **-** < my-directive></ my-directive>

‘M’ (Comment) - <!—directive: my-directive expression -- >

**123. what are directives in angularjs? What are different ways to invoke a directive?**

AngularJS directives are a combinations of angularJS templates mark-ups(HTML attribute or elements, or CSS classes ) and supporting JavaScript code. The JavaScript directive code defines the template data and behaviours of the HTML elements.

AngularJS directives are used to extend the HTML vocabulary i.e they decoreate html elements with new behaviours and help to manipulate html elements attributes in interesting way.

There are some built –in directives provided by AngularJS like as ng-app, ng-controller, ng-repeat, ng-model etc.

**Ways to invoke a directive:**

There are four methods to invoke a directive in your angular app which are equivalent.

|  |  |
| --- | --- |
| **Method** | **Syntax** |
| **As an attribute** | **<span my-directive></span>** |
| **As a Class** | **<span class=”my-directive: expression;”></span>** |
| **As an element** | **<my-directive></my-directive>** |
| **As a comment** | **<!—directive: my-directive expression-->** |

**124. In Angularjs dependent on jquery?**

AngularJS has no dependency on JQuery library .But it can be used with jQuery library.

**125. What IDE'S are currently used for the development of angularjs?**

* Eclipse
* Visual Studio
* WebStorm
* TextMate
* SublimeText
* Atom
* Visual Studio Code